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Abstract

Computational Fluid Dynamics solvers are a widely used tool to simulate the flow of a fluid and
the motion of objects. When working with a time independent solver, computing object motion
requires additional steps. In this thesis, methods are presented to introduce object rotation and
translation to a solver based on the linear time-independent Stokes equations. It is shown that,
using the results obtained by running such a solver, it is possible to update boundary conditions
between time steps. Furthermore, a way to move said boundary conditions around in a scene is
provided. Additionally, the solver used in this thesis is extended with a convenient Python side
library. The newly added features and theories in this work provide a solid basis for future use in
the field by researchers.

Cover figure: An example of a velocity field visualized by the solver. A disk, with some initial angular
velocity, is placed in the exact center of a Couette flow configuration. Over time the disk reaches
an equilibrium angular velocity as imposed by the fluid flowing around it.
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Section 1

Preface

In this thesis, accessibility improvements and new features are added to an existing computational
fluid dynamics solver. In previous iterations of the code, the difficulty of running it with specific,
custom configurations was challenging. Furthermore, due to the nature of the solver, moving ob-
jects and conditions were yet to be explored. To solve these issues, nearly all of the remaining hard
coded features were made configurable by users through an easy to use Python extension. Addi-
tionally, the solver was extended to handle an arbitrary amount of moving objects of a complexity
determined completely by the user of the software. Added computational overhead by the intro-
duction of both of these features was compensated for by further small optimizations, ensuring
that the loss in performance remains marginal.

Due to the project requiring knowledge of theoretical physics in conjunction with computer science
itis supervised by two people with qualifications in both fields: Dr. Deb Panja and Dr. Joost de Graaf.
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Section 2

Introduction

Numerical solvers are widely used to carry out research within the field of fluid dynamics. In this
context, a solver is a tool that computes a fluid flow given a set configuration of boundary con-
ditions, which can represent the presence of particles or other solids in the system. These help
provide an understanding of experimental research and verifying analytical calculations. For ex-
ample, the flow of blood running through an artery [1]. In blood flow, a finely resolved model of
blood, requires the modeling of the red blood cells as moving objects. Thus, not only does a solver
need to deal with flow, but also how this flow affects the motion of objects suspended within it.

In this project, a solver originally put together by Bart Stam [2] and subsequently extended upon by
Florian Gaeremynck [3] and Valentijn van Zwieten [4] will be used as a base for the intended devel-
opment. Together they developed a solver capable of numerically approximating solutions to the
incompressible Stokes equations on a regular lattice. To obtain such a flow, the forces acting on
a system'’s fluid as well as the boundary conditions at coupling points, that lie between the lattice
cells, need to be specified. The goal of this thesis is to broaden the solver's capabilities by improving
its accessibility and introducing object motion. This should provide a good basis to further experi-
ment with runtime and memory optimizations and performance comparisons with other available
solvers.

2.1 Document Structure

A brief overview of the physics background and current software implementation of this solver is
provided in Subsection 2.2. Following that, the research questions this thesis aims to answer are
discussed in Subsection 2.5. To aid in reading, a list of notations used throughout this thesis may
be consulted in Table 2.1. The methodology, found in Section 3, discusses the information needed
to answer the research questions. Next, in Section 4, the solver's implementation is discussed. The
results of the work done is found in Section 5, followed by a conclusion in Section 6. Any future
work that should be considered for this project is briefly discussed in Section 7.
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Symbol | Definition
N, M, L | The width, height and depth of a configuration, respectively
Gab g—g (on the axis combination q, b)
F, The set of virtual forces (belonging to object o)
B, The set of boundary points (belonging to object o)
U, The velocity field in real space (on axis a)
U, The velocity field in Fourier space (on axis a)
F‘a The force field in real space (on axis a)
F, The force field in Fourier space (on axis a)
C; The cost at iteration ¢
i The learning rate at iteration ¢
Z,(p) A function that checks if p'is inside object o
F(p,t) | Atime-varying boundary function

Table 2.1: Notations used throughout this thesis. More exact definitions will be given in the relevant
sections.

2.2 Physics Background

The Navier-Stokes equations are central to this solver and are a crucial part for solving many prob-
lems in the field of computational fluid dynamics. Of particular interest are the incompressibility
condition and the momentum equation for an incompressible flow. These are defined as follows,
respectively:

V-u=0 (2.1)

~Vp+ f+uVii=p (gt - v) i 2.2)

where:

* 4 is the velocity of the fluid (in ),

k
mg2 )I

. fis the external force acting on the fluid in (in

* p'is the pressure in the fluid (in

kg
m2s2 /1

» wis the viscosity of the fluid (in ££),
* pis the fluid density (in £%) and

« tistime in seconds (s).

Equation 2.1 states that the divergence in the fluid velocity is 0 at all points, implying that the fluid
is incompressible. The physical interpretation is that there is always exactly as much fluid flowing
in as there is out of any controlled volume. Equation 2.2 is a form of Newton's second law (F =
mda) adapted to the domain of fluid dynamics. From this perspective, we can make the following
identifications: F oc —Vj+ f + uV2i, m o p and @ o (& +i-V)i.

Due to the non-linear partial differential present in the acceleration term the Navier-Stokes equa-
tions are particularly challenging to solve numerically and can only be solved analytically for very
simple systems in certain flow regimes. However, it can be done, and there is good reason to do
so. Among the possible ways to approach CFD problems, the Stokes based approach is particularly
favored when it comes to fluids with particles, such as polymers or bacteria, in them [5], which will
be a major topic in this thesis. Another approach is that of Dissipative Particle Dynamics, or DPD,
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which seems to mostly focus on physicochemical interactions within geometries. Furthermore, the
Stokes based approach tends to be harder to implement than for instance the lattice Boltzmann
method, which naturally lends itself well to parallel computation methods that are the norm when
working with GPUs.

The solver developed by Stam, Gaeremynck and van Zwieten, solves the flow equations in a regime
where the viscous dissipation is dominant. That is, internal friction is significant larger than inertia.
In such a regime we refer to the flow as Stokes flow. A more mathematical definition of when a flow
is considered a Stokes flow is given by the fluid’'s Reynolds (Re) and Strouhal (St) numbers, which
are defined as

Re = @ (2.3)
1
St = % (2.4)

Where U is the flow velocity, L is a characteristic length and T'is a characteristic time. Both numbers
are dimensionless. Re describes the relation between inertial and viscous forces. When Re <« 1
the viscous forces dominate the inertial ones, making the flow “laminar”. The Strouhal number
describes the relation between inertial forces due to localized and global acceleration. A flow is
considered a Stokes flow when ReSt < 1.

In the regime the solver works with, the acceleration term can be neglected and the linear time-
independent Stokes equations (referred to as LTIS) are considered.

V- -i=0 (2.5)

—Vi+ f+pVii=0 (2.6)

Note that time dependence can be introduced to these equations. Doing so can be done simply via
£ by running the solver multiple times. Additionally, it can be done using the boundary conditions,
either by changing the boundary conditions or by moving the points where the conditions are
evaluated. In theory, this process can also be optimized by priming the solver using a previously
found solution, which should already approximate the solution better than a 0 force field if the
steps are small enough.

With the LTIS it is much easier to obtain a velocity field given a force field. What remains to be
done is solving a set of linear partial differential equations. That is, the derivative of a very intricate
function needs to be found. There are several ways in which this can be done. In this thesis Fourier
transforms and projections to obtain numerical solutions will be used.

2.3 Force to Velocity Field

To find the unique solution to the LTIS equations the solver operates on a discrete grid of size
N by M by L. This grid is also periodic, which is a necessary property when working with Fourier
transforms. A Fourier transform is a linear method that transforms a function into a set of sine
and cosine functions that describe a frequency domain. The reason for using this Fourier space is
the fact that the derivatives of sine and cosine functions are trivial to calculate. On the grid, both a
force field F and a velocity field U are defined. In the default, zero flow state, both of these fields
are equal to 0. Upon changing F, to satisfy the no-slip boundary condition, the fluid flow changes
accordingly. This relationship is defined as follows:

U:—(Ig—l%e@l%)ﬁ 2.7)
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where F and U are the force and velocity field in Fourier space respectively and I is the three
dimensional identity matrix. The derivation of the above relation may be found in A GPU-based
versatile and efficient hydrodynamics code for scientific applications [2]. Calculating F from F is done
using a Fourier Transformation. This process can also be inverted, allowing the solver to compute U
from U. Specifically, since the grid that is operated on is discrete, the solver makes use of (inverse)
Discrete Fourier Transforms, or DFTs. These, as more thoroughly discussed in Subsubsection 4.2.5,
can be computed very efficiently using Fast Fourier Transforms (FFTs).

2.4 Gradient Descent

The Fourier transform based approach converts forces into fluid velocity but it does not yet take
into account any solid objects (or “solids”) present in the simulation. A no-slip boundary condition
[6] needs to be introduced to achieve these boundaries. This condition states that a fluid’s velocity
on the boundary of a solid must be 0 relative to the surface of the solid. In technical terms, a
constraint on the velocity field is introduced within solids in the system.

To satisfy the no-slip boundary condition a set of virtual forces is introduced inside of the solids that
need to be tuned to meet the boundary constraints. Since the LTIS has a unique solution, the size
and direction of the virtual forces can be established using an iterative approach. In this thesis,
gradient descent is used. As with any gradient descent algorithm, the goal is to minimize a cost
function C. In the case of this solver, C is the Euclidean distance between the desired velocity of
the boundary points and the actual velocities that [/ imposes on said boundary points. This gives

the following function:
C= > iy — duy|? (2.8)
beB

Where i, and du, are the current and desired velocity of boundary point b respectively.

When performing gradient descent, the system moves along the gradient that defines the change
in cost with respect to changes in the set of virtual forces F as follows:
oC
V=|=—
v = 5]

Where f is a virtual force in F. At some iteration i, a step is taken of size ;, in the direction —V.
Choosing a good initial learning rate +, and a good method of updating the learning rate each
iteration is a highly researched subject. Currently, the solver comes with several built-in learning
rate schemes. These are discussed in more detail in Subsubsection 4.2.8. Fortunately, the cost
function C'is convex. As a result, scenarios such as getting stuck in local minima do not need to be
accounted for.

(2.9)

To minimize the cost function, a way to determine the effect of nudging a virtual force on the
velocity of all boundary points is needed. This is done using a gradient G, ;, which is defined as

 OULli)

= (2.10)
OFyj]

Ga,b[i7j]

where

* G is the gradient.
« i is the index of the cell in U.

+ jis the index of the cell in F.
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« a is the axis of the cell in U.

« bis the axis of the cell in F.

Computing G is described in more detail by van Zwieten [4], who optimized the process to only a
single calculation.

2.5 Research Questions

Although the solver is capable of finding solutions already, there is still room for significant im-
provement in terms of performance, modularity and capability. As mentioned in the Future Work
section of the research thesis Bringing GPU Parallelization and Complex Boundaries to a Computa-
tional Fluid Dynamics Solver [4], the solver can be expanded as follows: A Graphical User Interface
(GUI) or some other way to easily interact with the program can be added, such that it is easier for
an end-user to define custom configurations. In addition, extending the solver by making it capable
of handling moving boundary conditions, such as solids moving the flow or inducing flow, would
tremendously increase the solver's overall usefulness and will therefore be the main topic of this
research.

Within this research project, the following research questions will be addressed:

1. The solver is written in the C++ programming language, which is quite challenging to edit
and at present requires recompilation to run custom configurations. This problem could be
avoided by introducing a GUI or by Python interface. Hence the question: Can the solver be
made more accessible with both preset and custom configurations?

2. While the solver mostly uses the GPU for its calculations, a significant amount of data copying
and context switches remains. This raises the question: Is it possible to reduce the number of
switches between CPU and GPU by implementing the algorithm as a whole on the GPU?

3. The program solves a stationary flow field. That is, for a problem that involves moving bound-
aries, it solves one time step of the simulation. It would be interesting to allow for scenarios
where the desired velocities of boundary points change over time. Can time-varying boundaries
be introduced to the program while maintaining performance and accuracy?

4. Currently, the solver is only capable of handling static solids. For the experiments that are to
be verified with this program it is interesting to introduce moving solids as well. Can groups
of boundary points be introduced that act as a moving object in the simulation while maintaining
performance and accuracy?
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Section 3

Methodology

In this section the methodology required to answer the research questions in Subsection 2.5 is
provided. The time integration needed for time-varying boundaries and moving boundary points
will be the main focus.

3.1 Accessibility

To make the code easier to use several options were considered. The option of building a GUI was
quickly dismissed in favor of Python bindings as Python is a widely used language in the scientific
community and is quite easy to understand and learn. When setting up Python bindings there
are many libraries to choose from. In this thesis, Cython [7], pybind11 [8] and nanobind [9] were
considered.

Each of the above obviously has their advantages and disadvantages. Cython requires developers
to keep a .pyx file on the side which acts as a wrapper around the C++ functions that are chosen
to be available in Python. This .pyx file compiles to C++ code and therefore is expected to be the
fastest out of all three options. Importantly though, there is no standardized way to integrate C++
dependencies, such as the CUDA Toolkit and some of its libraries, into a Cython based package. In
contrast to Cython, both pybind11 and nanobind support the use of C++ dependencies in several
ways, most notably CMake. Furthermore, the two have very similar conventions and syntax. How-
ever, in this case, nanobind has the edge over pybind11 as it was made with performance in mind.
While it does drop some features from pybind11, such as multiple inheritance, those features are
inherently poor in performance and therefore not used in the solver to begin with. Hence, nanobind
will be used to generate python bindings for the solver, providing Python’s package installer pip as
an easy installation mechanism.

3.2 GPU Porting

The current implementation involves a loop to determine the virtual forces. Within this loop a lot
of communication and synchronization between CPU and GPU happens, which substantially slow
down the algorithm The conversion to a pure GPU based implementation does not require too
many changes. Most of the algorithm used already runs on the GPU anyway. However, one major
change will be swapping out the cuFFT library [10] with the cuFFTDx library [11]. The big difference
between the two is that cuFFT is callable exclusively from the CPU, forcing any GPU implementation
to work with the more hands-on cuFFTDx.

3.3 Time-Varying Boundaries

Both time-varying boundaries as well as moving groups of boundary points require the introduction
of time to the simulation. Fortunately, the existing algorithm does not need to be changed in order
to handle this. For each time step the current algorithm can simply be used to find a solution.
Furthermore, for each time step, the solution of the previous step can be used as input. In theory,
this should reduce the time needed to find solutions in consecutive runs of the solver.
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3.4 Moving Solid Objects

The moving of a solid as modeled by a group of boundary points comes down to a lot more than just
perturbing the desired velocities. In particular, calculating the velocity of the points approximating
the moving surface is of interest. Dinweg and Ladd touch upon this in the book Advanced Computer
Simulation Approaches for Soft Matter Sciences Ill [12]. Specifically, they state that the local velocity
of a point b on a surface can be calculated as such:

u'f,z[j—i-ﬁx(r};—ﬁ) (3.1)

Where

« U is the particle’s velocity,
« () is the angular velocity at point b,
* 73 is the boundary node location and

+ Ris the particle’s center of mass.

Given this method of calculating the desired velocity of all boundary points b € B, for any object o,
it is possible to compute an angular velocity w, . for which the forces acting on o are in equilibrium
with the forces the fluid flow imposes on o. That is, the point at which the torque 7, acting on object
o is equal to 0 needs to be found. For example, consider a disk d placed in the center of a Couette
flow configuration, as shown in Figure 3.1, which is given an initial angular velocity wg,in: such that
wa,init # wa,e. With the solution found to this configuration, the sum of forces in F, is not equal to
0. Since the only forces that can directly influence the torque on d are the virtual forces in F, only
those forces need to be adjusted to reach the equilibrium angular velocity wg..

Forces that are set to satisfy boundary conditions are not the only ones influencing objects in the
fluid. In addition to rotation due to torque, objects may be subject to translation as a result of pres-
sure differences. A commonly used example is that of an airplane, which gets pushed up into the
air at high velocities due to pressure difference above and below the wings. Computing the pres-
sure field, while not trivial, can be done using the force field F. Given some object o, the pressure

on its surface S, may be found by
ﬁ 45 p(8) (3.2)

So

where S is some vector on the surface S, and p is the pressure. Combining the knowledge that
dS = ndS, with 7, being the surface normal, and that the integral of the pressure over S, is equal to
the force on the object, this can be derived to

ﬁ dS, - (pl) (3.3)

So

Since pl; is a tensor, the divergence theorem can be used to obtain

///V v, (V1) (3.4)

where V, is the volume of object o. Rewriting the pressure tensor as pl3 further simplifies the prob-

o ﬁé 1S, - (pla) = ///V Vo (V- (1)) = ///V v, (V) (3.5)

A definition for (Vp) can be derived from the LTIS, which gives:

Ap = ?f (3.6)

10
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Figure 3.1: A disk placed in the exact center of a Couette flow configuration.

This can be transformed into Fourier space, like so:

<E.L
p=-d 37)

Joining Equation 3.6 and 3.7 a definition for (va) is found as:
(Vp) = (k@ b)f (3.8)
Therefore, when Vp is needed, it can be computed as

(9p) = - sin (kh)p (3.9)
where p is defined as:

ih (sin (kyh) fo(N, M, L) + sin (kyh) fy (N, M, L) + sin (k) f.(N, M, L))
2 (cos kgh + cos kyh + cos k. h)

p= (3.10)
Similar to determining w,, ¢, it is now possible to determine a set of forces on object o, resulting in
a velocity towards a position where the pressure will be equal to 0. Verification of this process can
be achieved in the same type of configuration used for object rotation. When placing a disk inside
of a Couette flow the pressure gradient should push the circle to the center of the channel.

11
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Section 4

Implementation

In this Section, details are provided on the way the theory that was introduced in Section 3 is im-
plemented. Firstly, any tools and libraries that the solver makes use of are presented. Secondly, an
overview of the solver’'s execution order is given. Next, the way the Python bindings interface with
the code is concisely discussed. Finally, the progress made towards converting the GPU code to a
mega kernel is shown.

4.1 Tools and Libraries

Since the original code was written in C++ the decision was made very early in the project to stick
with this programming language. Besides the obvious benefit of not having to port the code to an-
other language, C++ offers great control over low-level operations and structures, which is highly
beneficial for runtime optimization. Furthermore, the code that is executed on the GPU is cur-
rently written using NVIDIA's Compute Unified Device Architecture (CUDA) language. CUDA, and
the NVIDIA GPU's that support it, are widely used in the scientific community. As such, there are
several highly optimized libraries that are available, making the continued use of this language an
obvious choice. Additionally, some CPU side libraries were used for the sake of implementation
convenience. All the used libraries are:

* argparse which is used to handle command line arguments. Though mostly made redundant
by the introduction of the Python bindings, the executable was kept updated for the sake of
completeness.

* FFTW, cuFFTDx and cuFFT are used for the execution of FFTs. The first of the three is CPU only,
whereas the other two require a GPU.

* CImg is used, albeit sparingly, to visualize the solver’s velocity field. Although this part of the
code is incredibly inefficient, it has proven to be useful for ensuring configurations are built
correctly and giving a quick yet low detail overview of found solutions.

* CUB is used for block wide kernel programming. This library provides highly optimized and
easy to use functions for several common operations. The block wide reduction was of par-
ticular interest in this project.

* nanobind to simplify the building of Python bindings for the solver.

4.2 Solver Overview
In this section, the implementation details of the solver are discussed. All steps of the solver, ex-

cluding the logging of results and memory freeing, are briefly explained in order of the diagram
found in Appendix A.

4.2.1 System Initialization

The initialization of a solver instance currently boils down mostly to memory allocation and other
setup requirements. Firstly, buffers are created for the force and velocity fields - for both real and

12
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Fourier space - as well as the grid cell states. Secondly, the plans for the FFTs are created. Further-
more, the standard settings for stopping conditions and a learning rate scheme are set as detailed
in Subsubsection 4.2.6 and Subsubsection 4.2.8 respectively. Initialization then diverges: The CPU
at this point is already done. However, the GPU saves the %% gradient across a set of textures,
which require separate initialization alongside the creation of underlying arrays. Moreover, addi-
tional buffer memory has to be allocated on the GPU for the force and velocity fields, again, in both
real and Fourier space.

4.2.2 Building a Configuration

In the current iteration of the solver, a configuration is set either by preset or manually. For the
presets, the same selection of seven as proposed by van Zwieten [4] is available. A render of these
presets can be found in Figure 4.1. Manually setting a configuration can be done using the newly
added Python bindings. The bindings offer an easy way to set up static parts of the configuration
by setting solids and adding boundary points to the system. Furthermore, moving objects may be
added, with its respective set of boundary points. This makes it substantially easier to create custom
configurations. One such example is the previously used disk inside a Couette flow, as shown in
Figure 3.1. Exact details on how to do this can be found in Subsection 4.5.

(@) ‘ (b) (0) (d)

(e) ) (8

Figure 4.1: The seven available preset configurations: (a) Couette Flow (cou), (b) Two Moving Plates
(2mp), (c) Lid Driven Cavity (Idc), (d) Four Roller Mill (4rm), (e) Tilted Moving Plates (tmp), (f) Sinu-
soidal Plates (sp) and (g) Pressure Pipe (pp). The blue areas denote liquid cells, whereas the black
represent solid grid cells. The white dots are boundary points.

4.2.3 Configuration Locking

The locking of a configuration can be seen as a continuation of the initialization. It is done after
initialization due to the fact that the number of boundary points or virtual, or both, need to be
known at this point. During this phase of execution, any steps are taken that need to be done only
once before finding a solution for a given configuration. That is, virtual forces in static objects are
culled, the initial centers of mass for all objects are computed and any manually added forces are
loaded in. Again, there is a split here between CPU and GPU code. On the CPU, memory is allocated

13
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to the 2% gradient now that the number of boundary points and virtual forces is known. Conversely,
on the GPU, memory needs to be allocated for the centers of mass as well as the boundary points.

4.2.4 Locking in a Step

As a final step before the algorithm starts, the system locks in a step. This, as the name suggests,
happens at the start of each step. During this step, the learning rate and all variables used for
the dynamic Polyak system are reset to their initial values. More details on this can be found in
Subsubsection 4.2.8. Furthermore, desired velocities of boundary points which are either subject
to a time varying boundary condition or part of a moving solid are updated. Lastly, any solid cells
belonging to a moving object, and resulting moving virtual forces, need to be updated. That is, a
cell 7 in the system is set to be solid if there is an object o in the system for which the function
Z,(pi,0) returns true. The input p; , for this function is the coordinates of cell i with any translation
and rotation to o undone. That is

]3;’,0 = Rz(Fo,z)Ry(Fo,y)Rw(Fo,x) (@ - Eo) (41)

where p; is the coordinates of cell i. As with any statically set solids, every solid cell will have a
virtual force in it initially. The exact same method and parameters to cull these forces is used again
for the virtual forces of objects, while making sure to not check statically set forces a second time.
Furthermore, the velocity of boundary points belonging to each object o is updated according to its
current angular velocity w,. That is, given the set of boundary points B,, then for each pointb € B,,
located at coordinates pj, the desired velocity duy is calculated using Equation 3.1.

4.2.5 Velocity Field Calculation

The very first step in the algorithm is computing the velocity field U from the current force field
F. To do this, F is transformed into Fourier space using a Fast Fourier Transform: FFTW on the

CPU and cuFFT on the GPU. Using the formulas defined by Stam [2] U is then calculated from F in
Fourier space. Next, with an inverse FFT, the velocity field is transformed back to real space.

4.2.6 Stopping Conditions

Checking the stopping conditions has undergone a major change. Importantly, users can now en-
able multiple stopping conditions at one time. In previous iterations, there was two conditions that
were enabled by default: A maximum number of iterations and a learning rate that is effectively
zero. In conjunction with these two, it was possible to use one additional condition. Now, only the
maximum number of iterations remains as a default. The other learning rate schemes have been
updated to be similarly configurable by the user:

* Error (0)
This stopping condition checks the maximum difference in desired and actual velocity of all
boundary points. That is, after an iteration, du,,.. is calculated as

Almag = max ||@ — duy||so (4.2)
beB
Users can provide a maximum allowed error e,,4,. By default e,,,,, = 0.01. When using this
condition, the solver will consider a step solved when duma: < €maz-

* Percent (1)
A rather important stopping condition is the convergence percentage check. As mentioned,
the last few percentiles of convergence take the majority of the solver's time. Therefore, being

14
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able to control when a found velocity field is considered a solution can save quite some time.
Furthermore, it allows the setting of a desired quality of solution. Using this condition, the
solver will exit when C; < Cinitiar- (1— ﬁ), where [ is the goal convergence percentage, which
is 99.99% by default.

* Stuck (2)
The stuck stopping condition is a very simple condition which stops the solving process if the
cost has not decreased for j iterations. The default value of j is 500 but can once again be set
by users.

* Learning rate (3)
As the solver inches closer to the actual solution, the learning rate similarly approaches 0.
Obviously, with a learning rate equal to 0, gradient descent does not actually ever improve
the solution. Therefore, users can provide an r which, when this condition is used, will stop
the solver when ~; < r.

4.2.7 Gradient Descent Step

When performing gradient descent the solver attempts to nudge the virtual forces such that the
resulting velocity field more closely resembles the desired velocities of the boundary points in the
configuration. To do so, the virtual force at index j, referred to as F[j] is adjusted as follows:

T R LIV ]

Flj] = F|j] — - (4.3)
=g

where ~; is the learning rate at iteration ¢ and s]j] defines the size and direction of the step. It is

calculated as follows:

‘BI GaL,lh?]] Gy,l[za]] GZ,JL[ZL]} R
Ul = | |Goulid] Gualind] Gaylisdl | (@ — dus) (4.4)
=0 Gm,z[zaj] Gy,z[la]} Gz,z[laj]

4.2.8 Updating the Learning Rate

In the latest version of the solver, updating the learning rate is woven into the gradient descent
step. This was done to reduce the amount of data copying needed between the CPU and GPU,
especially for the Polyak methods. Currently, the following learning rate schemes are available;

* Constant (0)
The learning rate has a constant value.

Yi = Yi—1 (4-5)

* Halving (1)
The learning rate is initialized to a given value and then halved whenever the cost of the
solution increases.
) i < O
N = {711 |f 01 X szl (46)

% if C; >Ci_q

* Polyak (2)
When dealing with convex optimization problems, the learning rate scheme as proposed by
Boris T. Polyak [13] should, in theory, always find the global minimum. This Polyak’s length is
defined as

Yi = VV

(4.7)
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* Dynamic Polyak (3)
The Dynamic Polyak learning rate scheme is an extension on the Polyak learning rate intro-
duced by Gaeremynck specifically for this solver. He made the observation that the solver
tends to spend the majority of its time converging on the very last few percentiles of the so-
lution. In an attempt to alleviate this problem, this scheme uses a multiplier in conjunction
with Polyak's length to try and take bigger steps in consistently decreasing areas and smaller
steps in consistently increasing areas of the function. It is defined as follows:

C:-m,
,l‘ = ! ¢ 4-8
(NTE (4.8)
Where the m; is the multiplier at iteration 7, defined as
1 ifi=0
m; =< m;_1-my If C; < C;_q for b consecutive ¢ (4.9)

mi_1-my if C; > C;_; for w consecutive 4

Where b, w, m;, and m,, are all configurable by the user. By default, these are set to 100, 2, 10
and 0.1 respectively.

4.3 Time Varying Boundaries

The first introduction of multiple steps to the solver was Time Varying Boundaries (TVBs). Users
can provide a TVB function through the Python bindings, as detailed in Subsection 4.5, which will
be used to scale the desired velocity of all boundary points at the start of each step. That is, given
a TVB function F, when given the coordinates p, = (x, yp, 25) Of @ boundary point b € B and the
accumulative step size t, the desired velocity of b at step ¢ (dsz7t) is calculated as

duy,y = F(py, t)duw, (4.10)

Where du, is the boundary point’s original desired velocity.

4.4 Moving Objects

The introduction of moving objects required additional data for both the boundary points as well
as a smart way of storing information concerning the objects themselves. Firstly, the solver has to
know which boundary points belong to which object. This is done using a simple id that is added to
the structure. Secondly, a list of object data is required. For each object o in the scene the following
data is stored:

* The center of mass ¢,.

* The object's current rotation 7,.

* The current angular velocity &,.

* The number of boundary points |B,|.

* The number of virtual forces |F,|.

Out of all of these values, only w, needs to be given an initial value. All the others are calculated
internally. Updating objects happens in two distinct steps. Applying an object’s angular velocity to
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its boundary points, setting solid cells and the corresponding virtual forces happens as discussed
in Subsubsection 4.2.4.

The second, and more interesting part of object updates, is of course moving them. Since this
requires the solution to the current configuration, calculating object movement is done as last
in each step. Unfortunately, due to time limitations, translation was not implemented. However,
rotation is fully implemented. Using gradient descent, the angular velocity at the equilibrium point
Wo.e, @s discussed in Subsection 3.4, is found for each object. This gradient descent starts with a
learning rate equal to that provided for the main algorithm. To evaluate the torque working on each
object, the solver is run with the same stopping conditions and learning rate schemes. However,
it is only given ten percent of the maximum number of iterations. This way, performance should
remain within reason and the results should be decently accurate. Using the approximated &, _,
the rotation over a step of size ¢ is calculated as

57, = %(ao @0+ H(Boe — @) 4.11)

Next, the new angular velocity of each object is computed:
Go = Wo + tH(Dp,e — Do) (4.12)

Following this, for all boundary points b € B,, the rotation caused by the average angular velocity
over the executed step is applied:

Db = R (070 )Ry (67,4 ) Ry (670.2) (B — o) + & (4.13)

where p, are the coordinates of b and R, (0) is a rotation matrix over axis a by an angle of 6.

4.5 Python Bindings

With Python bindings becoming available for the project options that were available exclusively
through C++ preprocessor directives were converted to runtime defined and configurable vari-
ables. Despite this hampering performance a tiny bit, the amount of customizability it gives to users
more than makes up for this. Initially, the code had the following features locked behind directives:

* Enabling use of the Non-Uniform Discrete Fourier Transform (NUIDFT).
* Enabling virtual force approximation.

* Enabling virtual force culling.

* Execution platform.

* Floating point precision.

* Running in verbose mode.

+ Used Learning Rate Method.

+ Used Stop Condition.

While already an improvement over previous iterations of the solver, this still left much to be de-
sired. In the most recent version, all but two of these options are configurable through several dif-
ferent functions. The floating point precision remains a compile-time defined option for the simple
reason that it would require essentially duplicating the entire code base for the single precision
(float) and double precision (double) types. The NUIDFT, while novel, was lacking in performance
and incredibly complex. Therefore, the decision was made to remove it from the code for now.

The implementation of the Python bindings is done in three separate files:
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1. CMakelists.txt
This file controls the compilation of the Python package, installation of dependencies and
finally installing the package using nanobind's functions.

2. pyproject.toml
Here, the configuration settings for the package such as the version number, required Python
versions and dependencies and the package name are listed.

3. fft_fluid_ext.cpp
This C++ file contains the direct bindings, connecting the C++ side functions and respective
arguments to functions that will be available in the Python package.

Through these bindings, the solver’s full capability is exposed. Notably, the bindings allow for set-
ting several variables that influence the learning rate, stopping conditions and virtual force culling.
Additionally, via Python, users will be able to identify multiple objects in the simulation, with the
option of having them move. The Python side functions can be divided into four groups:

1. Configuration presets
These functions expose several preset configurations as written by van Zwieten. The available
presets can be found in Table B.1.

2. Manual configuration control
Besides the presets, the bindings expose functions that allow the user to build their own
configurations. A list of these can be found in Table B.2.

3. Parameter setting
Similar to the command line arguments, the Python package offers control over various pa-
rameters influencing the solver. However, the bindings take this one step further, allowing
variables to be passed through to be used during execution. The documentation for these
functions is found in Table B.3.

4. Post-configuration functions
These are functions that users may want to use once a configuration is built or once a solution
has been found, such as displaying the velocity field or freeing up the allocated memory.
Table B.4 contains a list of such functions.

A major advantage of the bindings is the possibility of using multiple stop conditions. Furthermore,
users can provide a list of parameters for the stopping conditions (Ps) and learning rate methods
(P,) as specified in Subsubsections 4.2.6 and 4.2.8 respectively.

4.6 Mega Kernel Implementation

As mentioned in Subsection 3.2, porting the solving algorithm to the GPU in its entirety requires
using NVIDIA's cuFFTDx library. To use this library, two problems need to be solved:

1. Due to the design of the library, the size of the FFTs needs to known at compile time.
2. Kernels that put the input data into the GPU's shared memory in the correct order need to be

set up. Such kernels will be referred to as transpose kernels from now on.

The first issue is in immediate conflict with the current set up, in which the size of the system only
gets defined at runtime. Obviously, having a list of all possible combinations of sizes is not a feasible
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solution. The second idea that came to mind was zero buffering the FFTs: Always setting the FFTs
to maximum size and not using anything beyond the N, M and L needed inputs. However, this
approach has two major drawbacks. Firstly, it would most likely eat up all of the available memory
on the GPU without ever actually using most of it. Secondly, after executing an FFT, all the empty
output data would somehow have to be filtered out. Considering the complex nature of Fourier
transforms, the decision was made not to do this. Another solution to the compile time known
sizes presents itself in the form of another NVIDIA library: The NVIDIA Runtime Compilation library,
or NVRTC. As the name suggests, this library allows for the compilation of CUDA kernels while the
program is running. Since it is possible to pass parameters through this, it is possible to set up
the cuFFTDx FFTs with the user provided dimensions quite easily. Most notably is the low impact
on performance this has, considering that compiling these kernels only has to happen at system
initialization.

Whereas the first problem was quite handily solved, figuring out the transpose kernels proved
a much harder task. Running a one dimensional FFT is trivial. However, when dealing with three
dimensions, rather than just one, it becomes much more problematic. The main obstacle is that,
with cuFFTDx, it is not immediately possible to run anything beyond a one dimensional FFT. To
execute an n dimensional FFT, the library requires n FFTs. This is exactly where the trouble with the
transpose kernels comes in. When going from real to Fourier space the size of the data changes,
complicating the process. Unfortunately, even with the assistance of NVIDIA employees, this issue
was not solved in time.

Despite not managing to get a functioning kernel with cuFFTDX, an important discovery was made.
Itis most likely, exceptin very specific combinations of dimensions, not possible to create a singular
kernel that executes the full algorithm. The FFTs that are created using cuFFTDx, and therefore by
extension the transformation kernels, require very specific grid and block sizes. Therefore, unless
a guarantee can be made that these are the same for all three axes, the Fourier transforms have
to be split up into at least six separate kernels: Three for transforming the F into F and three more
for the inverse transform from U to U.
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Section 5

Results

In this Section the achieved goals are presented. First of all, the improved accessibility as provided
by the Python bindings is briefly highlighted. Secondly, some example configurations and possibil-
ities are discussed regarding the time varying boundaries. Furthermore, the implemented rotation
of moving objects is considered. Lastly, all the research questions are answered.

5.1 Python Bindings

With the introduction of Python bindings to the project, using the solver, especially with different
configurations and settings, is easier than ever. Previously easy to edit items, such as the system
dimensions and a preset configuration are all still available. However, nearly everywhere else the
solver is now much more configurable. Firstly, setting up a configuration by hand is now possible.
Users can add boundary points, or groups of boundary points in the shapes of lines, circles, spheres
and superellipses, to the static parts of the configuration or any object they added. Furthermore,
the necessary solids of the static part can be set. Additionally, manually adding a force that will not
be touched by the solver, as long as it is not overriden by a virtual force, is now possible.

Secondly, the bindings offer a lot of control over solver variables. Users can toggle the culling of
virtual forces and set the cull radius. Moreover, the solver can now make use of multiple stopping
conditions, rather than just one. Better yet, as mentioned in Subsubsection 4.2.6, a lot of the vari-
ables used for these stopping conditions can now also be configured. Similarly, the Dynamic Polyak
learning rate scheme can now also be edited to influence how and when the multiplier is updated.

Finally, obtaining output from running the solver has been made easier. The found velocity field
can be visualized and obtained as a text file. This text output has also been extended. In addition
to the velocity field, it now contains information concerning the virtual forces, boundary points and
any objects that were added to the system. Furthermore, the main solve function returns an object,
containing data about the following:

* The runtime of each step.

* The number of iterations run each step.

+ The initial, lowest and final cost of each step.

* The learning rate at the end of each step.

* The torque and total force acting on each object, each step.

* The total runtime.

Previously, this information was only printed. Making it available in this manner allows the user to
easily process the solver's output, should they wish to do so.

It is of note that the numerous tests ran and graphs generated throughout this project have all
been obtained using these bindings. Setting up configurations and obtaining detailed results on
the solving process is, compared to the previous editing of C++ code and the following compiling,
very fast and easy. Performance seems to be on par with previous iterations of the solver, though
further testing should be done to confirm this in greater detail. A full list of the available functions
can be found in Appendix B.
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5.2 Time Varying Boundaries

To confirm if the time varying boundaries were working two different configurations were tested,
each with a separate function F. The first was a Couette flow, which was given the function

- o 1 . . Wﬁx
F(p,t) =1+ 3 sin (27t) sin < % > (5.1)

Secondly, a tilted channels configuration, which was given a function that is functionally the same,
just equally tilted:

F(F.t) = 1+ = sin (2nt) sin (”pxﬂ?y)) (5.2)

2 M

where p'is the position of a boundary point, p, is the coordinate of p on axis q, ¢ is the current time
and M is the size of the system in the y dimension. These functions set up a sine wave over the
boundary conditions. That is, the velocity field that is found should have peaks of higher velocity
near the boundaries, intertwined with equally big drops in velocity. The resulting fluid velocity fields
have been visualized, and can be seen in Figure 5.1. The solver appears to be capable of finding a
solution in such configurations. However, it is important to note that, just like with moving objects,
both speed and convergence seemed to improve upon resetting the force field between steps.

It is interesting to note that there is no functional difference between giving a solver a TVB function
and executing multiple steps or changing the configuration on the Python side and executing each
step separately. The only noticeable difference will be the requirement of having to initialize the
system multiple times. However, the time varying boundaries served as a great way to test the how
the solver responds to the introduction of time dependence by changing the boundary conditions.

€)] (b)

Figure 5.1: A Couette flow configuration (a) and a tilted channel configuration (b) when subject to
a time varying boundary condition. The pictured states are both at + = 0.25.

5.3 Object Rotation
Before moving to testing, it was imperative to verify that an angular velocity w, . exists for each

object o in the scene where the torque on that object is equal to 0. To check this, three different
shapes were placed in the exact center of a Couette flow configuration. By giving each shape a
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Angular velocity and the resulting torque on several shapes
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Figure 5.2: The torque on a circle, ellipse and superellipse as a result of a given angular velocity.

set of angular velocities to test against, a set of resulting torques was obtained. The results of
this test can be found in Figure 5.2. As can be seen, the angular velocity and torque are in a linear
relation. Sadly, as can also be seen in the Figure, in particular for the ellipse, the solver is not always
accurate enough to find a point exactly on this line. Therefore, instead of interpolating w, . from
two distinct points on the line, gradient descent is used again to slowly approach this equilibrium
angular velocity.

With the methodology for object rotation described in Subsection 3.4 and knowing that w, . exists,
it remains to show that finding this point indeed works. To this end, a circle with radius r = 3
was placed inside of a Couette flow configuration. This circle was given an initial angular velocity

@ = (0,0, —§)T. The solver was then given 32 steps, each of size 1 to get the configuration to its
balanced state. The torque and angular velocity of the circle at each step can be found in Figure 5.3.
As expected, the change in torque is exponential, and is, for this specific case, approximated by the

function —992.71e745. The change in angular velocity is approximated by 0.09 — 0.51¢~0-13%,

5.4 Answering the Research Questions

Given the research questions in Subsection 2.5 it is now finally possible to provide an answer to
every one of them:

1. Can the solver be made more accessible with both preset and custom configurations?
Yes, using a library, Python bindings have been generated, exposing the solver's full function-
ality as a small and easy to operate interface.

2. Is it possible to reduce the number of switches between CPU and GPU by implementing the algo-
rithm as a whole on the GPU?
While it is impossible to port the current implementation to a mega kernel structure, it is pos-
sible to convert the entire system to the GPU. However, doing so requires additional work be
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Figure 5.3: The progression of the torque and angular velocity with each step on a circle placed in
the center of a Couette flow configuration. The approximating function for each is drawn in orange.

done on the details regarding transformation kernels from Subsection 4.6. Additionally, care
needs to be taken to integrate the code’s main loop with a GPU implementation, which at the
moment is greatly dependent on the single-threaded nature of the CPU.

Can time varying boundaries be introduced to the program while maintaining performance and
accuracy?

Time varying boundaries are, due to the implementation, inherently quite poor in terms of
performance. However, as they are only applied once each step, this is negligible. A good
accuracy is maintained simply by keeping track of an original desired velocity, preventing error
build up through incremental updates.

Can groups of boundary points be introduced that act as a moving object in the simulation while
maintaining performance and accuracy?

An intricate system has been made to keep track of several objects in a configuration. Up-
dating boundary points belonging to these objects is largely done on the GPU, ensuring that
updates take as little time as possible. However, the accuracy may be further improved by
extending the boundary point structure with an original coordinate, minimizing the floating
point error build up as the solver progressess.
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Section 6

Conclusion

In summary, in this thesis, several aspects of the solver developed by Stam [2], Gaeremynck [3]
and van Zwieten [4] have been extended. With the introduction of Python bindings, working with
the code has become much easier. Not only have previous options that were available through the
command line been kept available, but many new additions have been made that give users the
option to finely tune the solver to their liking. Already in this project alone the bindings have been
used extensively and it is hopefully something that will become available to more people in the
future. Furthermore, with the introduction of both time-varying boundaries it was proven possible
to introduce (time) steps to a time-independent solver by finding intermittent solutions. Continuing
this development of multiple steps being executed, moving objects were introduced to the solver,
which lead to the successful implementation of allowing them to rotate.

However, not all endeavours in this project were a success. The idea of a mega kernel, while in
theory possible and highly performant, seems to have been shut down by the implementation
specific details that cuFFTDx calls for. Additionally, there sadly was no time to fully complete the
object movement, as translation is currently not implemented due to time constraints. Finally, spe-
cific to the code, some mess remains, and inevitably was introduced with the newly introduced
features.

Nonetheless, the current state of the project should provide a solid basis for further development.
The theory supporting object movement has already been worked out and should be decently easy
to integrate into the current code. Furthermore, while the solver currently appears to find solutions
in an acceptable time, there is always room for improvement in terms of low level optimizations as
well as larger systems such as learning rate schemes and additional cost functions.
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Section 7

Additional Work

In the wake of this project there are still improvements and additions. Most notably, adding a sys-
tem to evaluate the pressure field with the purpose of adding translation, as described in Subsec-
tion 3.4, should be looked into. In theory, adding this to the existing code should be a relatively
small amount of work.

Secondly, the non-uniform inverse discrete fourier transform (referred to as NUIDFT) as developed
by Valentijn van Zwieten was chosen to be removed from the code. As stated in his paper the
implementation had poor runtime due to implementation inefficiencies. In this project the NUIDFT
was removed from the code base for the sake of readability. However, it might be a worthwhile
undertaking to develop this idea further in future work.

Furthermore, looking into different learning rate schemes and cost functions might improve the
solver’s results. Configurations such as the four roller mill and lid driven cavity are known to make
the solver converge very poorly. Moreover, the poor convergence when starting from a solution
established by a previous step should be investigated. It was naively believed that starting from
such a solution would increase performance. However, the opposite was found: When resetting
the force field before finding a solution the solver converged both faster and further.

Finally, in the interest of performance, it remains interesting to study the mega kernel approach.
Though it is not possible to have one big kernel, it is most likely a good idea to introduce a bigger
split between CPU and GPU code. Despite efforts to split the two into separate functions, some
mixing could not be avoided. This marginally hampers both performance as well as readability of
the code. Both of which could give rise to issues with future endeavors.
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Section A

Program Flow
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Figure A.1: The solver’'s flow chart. The red ellipses indicate start and end points. Blue boxes repre-
sent actions and blue diamonds indicate conditional branching of the code.
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Section B

Python Functions

Function name Parameters

Description

set_couette_flow n/a
set_two_moving_plates n/a

set_lid_driven_cavity n/a
set_four_roller_mill n/a
set_tilted_moving_plates n/a

set_sinusoidal_plates n/a

set_pressure_pipe n/a

Sets a Couette flow configuration.
Sets the two moving plates configu-
ration.

Sets a lid driven cavity configuration.
Sets a four roller mill configuration.
Sets the tilted moving plates configu-
ration.

Sets the sinusoidal plates configura-
tion.

Sets a pressured pipe configuration.

Table B.1: Functions that switch the solver’s configuration to a preset.
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Function name

Parameters

Description

set_boundary_point

set_boundary_line

set_boundary_circle

set_boundary_sphere

set_boundary_ellipse

set_boundary_super_ellipse

set_solid
set_force

add_object

clear_configuration

clear_solution

Table B.2: Functions and their parameters that allow users to make their own configurations.

'Ir y: 2 U:El uyl uz:
idx

zl, y1, 21, x2, y2,
22,d, u, idx

x, Y, 2,7, u,d ide
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xl y: ZI fﬂ(:l fyl fZ
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28

Creates a singular boundary point
for object idz at point (z,y, z) with
a velocity of (ug, uy, u.).

Creates a line of d boundary points
for object idz from pl = (x1,y1, 21)
to p2 = (22,42, 22). The velocity of
the created points will be « in the
direction of pl to p2.

Creates a circle of d boundary
points for object idx on layer z with
(z,y) as its center and a radius r.
The velocity of the created points
will be u tangent to surface of the
circle.

Creates a sphere consisting of
d.dp+2 boundary points for object
idx centered at (z,y, z) with an an-
gular velocity of (uy,u,,u.) and ra-
dius r.

Creates an ellipse of d boundary
points for object idz with angular
velocity (ug.u,,u,) on layer z with
(z,y) asits center and e and b as its
major and minor axis respectively.
Creates a superellipse, with power
n, of d boundary points for object
idx with angular velocity (uy.u,, u,)
on layer z with (z,y) as its center
and a and b as its major and minor
axis respectively.

Sets the grid cell at (z, y, 2) to solid.
Sets the force at coordinates
(x,y,z) to (fmvfy7f2)'

Adds an object to the simulation
and returns its index. The func-
tion Z, should, given an z, y and
z coordinate of a grid cell, return
whether it is inside of the ob-
ject. The newly made object's ini-
tial angular velocity will be set to
(Wa, Wy, W2).

Clears the configuration, this en-
tails the following: Clearing all
boundary points, all solids, all vir-
tual forces and all objects. Further-
more, the force field is reset to all
zeroes.

Resets the force field to all zeroes.
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Function name Parameters Description

set_virtual_force_culling v, T Disables or enables virtual
force culling based on v. When
it is enabled, virtual force
culling  will remove virtual
forces that are at a distance of
r or more from any boundary
points in the configuration.

run_verbose n/a Runs the solver in verbose
mode, making it print the learn-
ing rate and cost at each itera-
tion.

add_stop_conditions S, Pg Enables all stopping conditions
specified in S. Furthermore,
stop condition parameters can

be setin Ps.
remove_stop_conditions S Disables all stopping condi-

tions specified in S.
set_learning_method m, P, Switches to the learning rate

scheme specified by m. Fur-
thermore, learning rate param-
eters can be setin P,,.

set_time_varying_boundary F Sets the system'’s time varying
boundary function to F. The
function f should, when given
an z, y and z of a boundary
point together with a time ¢, re-
turn a scalar by which to scale
the original desired velocity of
that point.

remove_time_varying_boundary n/a Clears the system’s time vary-
ing boundary function.

Table B.3: Functions and their parameters that set solver variables.
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Function name Parameters Description

approximate_virtual_forces s, imaz ! Runs a subsystem of scale s with
an initial learning rate of I and
imaz Maximum iterations to ap-
proximate the virtual forces for the
current configuration.

solve tmazs U t, T, Ot Runs the solver. The solver will pro-
cess t steps, reporting the velocity
field every ri steps. Every step, with
a size of 4t, the learning rate will re-
set to [ and the solver will attempt
to find a solution in at Most 4,4, it-

erations.

write_to_file f Outputs the current velocity field
to the file specified by f.

free n/a Frees the memory taken up by the
solver, effectively destroying it.

display_stokes s, z Displays the velocity field of solver

s at a depth 2.

Table B.4: Functions and their parameters that may be run after a configuration is set up or solved.
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