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Abstract

In the game Hydrotilt, the player controls a water droplet that consists of meta-
balls. This droplet does not have all the physical abilities of a water droplet in the
game. For a newer version of Hydrotilt meant to run on mobile phones, Codeglue
seeks for a realistic water droplet simulation using metaballs. Earlier researches of
water droplet simulation used high computational resources device. Mobile phones
on the other hand are low resources devices.

Therefore, in the scope of this thesis we implemented in an experiment set-up a
simulation of water droplets using metaballs for mobile phones. In this implemen-
tation, you have two kinds of water droplets. The first one is a static water droplet
that waits until it is close enough to another droplet for merging. The other kind
of droplet is a moving water droplet. This droplet moves according to the tilt of
the mobile phone just like in the game Hydrotilt.

Furthermore, metaballs need another algorithm to be able to generate the surface.
In our implementation, two algorithms were used for that: octree and marching
cube algorithm. Octree is slower than the marching cube algorithm, but needs less
memory which is one of the low resources on mobile phones.

In the simulation of the water droplet, the moving water droplet will change its
shape while moving from a sphere-like shape to a water droplet like shape. Next
to this, there are two techniques implemented to calculate the movement of the
droplet. The first one is a following one that behaves like a spring and the second
one is an interpolation of the movement.

Testing of the experiment set-up showed that the simulation runs successfully on
mobile phones. Furthermore, the testing also showed that there is a tradeoff be-
tween visual graphics of the water droplets and the performance. Better visual
graphics (for example through high resolution) results in lower performance and
for high performance the visually of the droplet needs to be reduced.
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Introduction

In 2008, Codeglue released a game called Hydrotilt for the iPhone and iPod Touch
[3]. Hydrotilt is a 3D puzzle where the user needs to guide a water droplet through
an environment. Figure 1.1 shows screenshots of this game. The water droplet

Figure 1.1: Screenshots of the game Hydrotilt [3]

is moved and controlled with the tilt function of the iPhone/iPod Touch. For
example lifting the left side of the iPhone will let the water droplet move to the
right.

Furthermore, the water droplet is able to change its liquid state to a solid state
(ice) or a gaseous state (water vapor), enabling the user to overcome obstacles
which are impassable for liquid.

The water droplet of Hydrotilt was implemented using two metaballs, according
to Codeglues programmer Harald Maassen. The metaballs were connected to each
other with a spring, so that the water droplet would be able to change shape when
the movement speed increases. The physics used in Hydrotilt were standard game
physics with sphere colliders for the metaballs. The sphere colliders were placed a
little higher than the metaballs to fake the impression of water on solid ground.
In this old version of Hydrotilt, merging with static water droplets was not possible.
Also, the physics used in Hydrotilt is unable to mimic the full physical behavior
of real water droplets. Because of this, the water droplet is not able to react
realistically in all situations.

Adding more physically behavior to the water droplet like merging would make it
possible to widen the game and offer new possibilities for levels.
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Codeglue plans to develop a new version of Hydrotilt with more realistic and
physical behavior of water droplets. This planned new version of Hydrotilt should
run on mobile phones that have low resources.

The research on the simulation of water droplets focuses on the shape and physical
behavior of water droplets. For example the physical-based method in the research
of Wang et. al. [17]. Some of these methods, for example the research of Yu et. al.
[21], also use metaballs. All these techniques were developed for devices with high
computational resources. Mobile phones on the other hand have low computational
resources.

This all leads us to our main research question:

How to implement water droplets based on metaballs with the right
behavior on a device with low resources?

1.1 Previous Work

The simulation of water droplets and metaballs are not new research fields in
computer graphics. There is much research on water droplets and also on the use
of metaballs. In the next Sections we will outline the most important methods
and techniques.

1.1.1 Water Droplets

For at least two decades, the simulation of water has been an active field in com-
puter graphics and many different methods have been developed since then. Earlier
methods, developed in the 1980s, concentrated on the simulation of large bodies
such as oceans and seas. Iglesias et. al. [7] gives an overview of the earliest meth-
ods that were developed in the 1980s and the 1990s. In these simulations, particle
systems were often used to simulate the foam and spray that is generated when
water breaks on objects.

Only later, in the early nineties, researchers started to develop methods that con-
centrated on the simulation of smaller bodies of water such as droplets. The first
methods were modifications of previous particle systems to simulate the behavior
of water droplets, like the method of Kaneda et. al. [9]. This method is used to
simulate water droplets on a surface based on a particle system. Kaneda et. al.
further focused on the behavior of water droplets and developed methods using
not only particle systems but also subdivision of meshes to simulate the water
droplets [8].The concentration of their work was on the animation itself and not
on performance. Therefore, the performance of the method is not mentioned in
their research. However, subdivision of the mesh would require much calculation
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power due to its complexity.

Fournier et. al. [6] mainly used a mass-spring system to model the motion and
shape of a droplet. In this method, they also considered the surface tension and
volume conservation of water droplets. However, the merging of two or more water
droplets, also referred to as the merging process, did not work successfully in the
simulation.

Yu et. al. [21] concentrated on the shape of the water droplets, but instead of us-
ing a mass-spring system, they used metaballs. The resulting shapes of the water
droplets look quite realistic. Furthermore, the merging process was successful, un-
like the merging process of Fournier. With the focus on the shape and behavior of
the water droplet, the performance of the method was neglected. The computers
used by Yu had fewer resources than the computers nowadays and are therefore
slower. It might be possible that the technique from Yu et. al. is able to run on
low resources devices such as mobile phones.

Tong et. al. [14] extends the method of Yu et. al. to enable volume-preservation
of water droplets. Just like Yu, Tong did not take a closer look at the calculation
time and the performance.

The goal of most of these methods was to simulate the behavior and the looks
of water droplets as plausibly and realistically as possible, ignoring the physics
at least partially. In 2005, Wang et. al. [17] developed the first physics-based
method for simulation of water droplets. The physics of the method are mainly
based on the physical description of water droplets by Gennes [4]. The resulting
water droplets are realistic but require a high calculation time according to Chen
et. al. [2].

Chen et. al. [2] developed a method to make the merging process smoother. The
method is based on the method of Yu et. al. and uses a modified version of meta-
balls. The physics used for the motion of the water droplets is a highly simplified
version of the physical-based method of Wang et. al. because that method was
too computationally expensive for real-time rendering.

The latest method for the simulation of water droplets is by Zhang et. al.[22]. Tt
is a model that is capable of running in real-time using implicit surface generation.
The physics of water droplets are also considered in this method. The behavior
of the water droplet is based on the physics of droplets. The implicit surface is
generated using mesh splitting, merging and optimization instead of metaballs.

Of all these techniques, we will take a closer look at only two of them. First
the method of Yu et. al. [21] because of the simplicity of their calculation and the
use of metaballs. Metaballs are also used in the research of Tong et. al. [14], but
the calculations introduced there seem to complex to be of use in the simulation
introduced in this thesis. Second is the technique by Zhang et. al. [22]. This
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method focuses on physics of the water droplet and not only on the shape like
the method of Yu. Nevertheless, this technique does not make use of metaballs.
Therefore, only part of this method is relevant for the simulation introduced in
this thesis.

1.1.2 Metaball

Not only the previous work of water droplets are of interest for the simulation of
the water droplet introduced in this thesis, but also the previous work and the
introduction of the metaballs.

Metaball are used to model implicit surfaces. Instead of modelling a surface by
a mesh a mathematical description of the shape is used [2]. Blinn was the first
to introduce metaballs [1]. He did not refer to them as metaballs, but as “blobs”.
Nishimura et. al.[13] , Murakami et. al. [11] and Wyvill et. al. [19] improved
the technique from Blinn and they coined the terms metaball and soft objects.
Since then, metaballs were often used to model soft objects like clouds and water
droplets.

For the modeling of water droplets the surface of metaballs is defined by the points
that satisfy the following equation:

f(z,y,2) :ZQifi_TOZO (1.1)
i=0

where n is the number of metaballs, T} is a threshold, ¢; is the maximum density
factor of metaball ¢ and f; is the density function of metaball .

There exist many different forms of density functions that can be used in the
equation for generating the shape of a water droplet. The density function from
Blinn is the following:

fi(r) = =) (1.2)

where 7 is the distance from point (x, y, z) to the center of the metaball.

The density functions from Murakami (equation 1.3), Nishimura (equation 1.4)
and Wyvill (equation 1.5) are the most commonly used density functions for gen-
erating the shape of water droplets.
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fi(r)=—g<%)6+g<}%)4—%<}%)2+1 (1.5)

where 7 is the distance between the center of the metaball and point (x, y, z) and
R; is the influence radius of metaball i.

The three density functions seem to be very different from each other. To see
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(a) Plot of Murakamis density  (b) Plot of Nishimuras density (c) Plot of Wyvills density
function (1.3) function (1.4) function (1.5)

Figure 1.2: Plots of the different density functions

why those different functions could be used as density functions to generate sur-
face of water dropelts, we take a closer look at the plots of those functions. The
plot of Murakamis function (see Figure 1.2a) and the plot of Wyvills function
(see Figure 1.2¢) seem to be exactly the same at the beginning until the function
reaches the point where y = 0. From this point on, the functions behave dif-
ferently. Nishimuras function is divided into two function bound by a condition.
This explains the jump in the plot as seen in Figure 1.2b. Beside this jump in the
function, it is similar to Wyvills function and Murakamis function. Therefore, we
can say that all three density function seem to describe the same pattern (at least
at the beginning of the graph) and therefore should describe the same shape when
used to calculate the surface of metaballs.

The shape of one metaball is marble-like. When modeling more than one meta-
balls, the shape of it depends on the distance between both metaballs. For example,
modeling two metaballs would result in two round marble-like surfaces when the
distance between them is high enough. If the metaballs are closer to each other,
they seem to merge like water do as you can see in Figure 1.3.
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]

Figure 1.3: Examples of surface of two metaballs

1.2 Outline

This thesis is outlined as follows: First, Chapter 2 shows all the techniques and
algorithms with made changes that will be used for the simulation of water droplets
introduced in this thesis.

To see how this simulation of water droplets works on mobile devices, experiments
need to be conducted. The setup for the experiments is shown in Chapter 3.
The experiments were conducted in Chapter 4 to Chapter 8. We then discuss
the results of these experiments in Chapter 9. At last, the research questions are
answered and a conclusion is drawn in Chapter 10.




Techniques and Algorithms

The water droplet of Hydrotilt is already able to run on an iPhone which is a
device with lower resources than a computer. Nevertheless, the water droplet in
Hydrotilt still does not behave as natural as some of the water droplets of other
researches and miss some of the physical abilities such as merge with another
water droplet. The method for simulating water droplets introduced in this thesis
aims at generating behavior for water droplets that resemble real-life droplets as
close as possible. For this, we will take a closer look at some of the algorithm
and techniques we want to use in this thesis. These techniques were all designed
and implemented on computers which offer more resources than mobile phones.
Therefore, some of those techniques and algorithm we want to use need to be
changed.

The algorithm and techniques were all designed with different goals in mind. Yu
et. al. [21] for example concentrates more on the form of the water droplet while
the research of Tong et. al. [14] concentrates more on the volume preservation of
the water droplets. Therefore, we will discuss these techniques and algorithm and
their changes in the following Sections: surface, movement and contact angle.

2.1 Surface

The surface of metaballs consists of all the points that satisfy the equation 1.1
as described in Section 1.1.2. In researches the surface of the metaballs is also
referred to as isosurface. An isosurface is defined as a surface that satisfies the
following equation

F(P)=a (2.1)

where « is an isovalue. Therefore, the isovalue of the metaballs would be 0 accord-
ing to the equation 1.1. The equation can be rewritten to the following equation:

Z%’fi =T (2.2)
i=0
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where n is the number of metaballs, T} is a threshold, ¢; is the maximum density
factor of metaball ¢ and f; is the density function of metaball i.

With this, the isovalue is now the value of the threshold instead of 0.

For the calculation of this surface, different algorithms were developed. In the
scope of this thesis, two of these algorithms were considered: the marching cube
algorithm and the octree.

2.1.1 Marching cube algorithm

According to Newman et. al. [12] the marching cube algorithm is a popular but
not the oldest algorithm to extract the isosurface.

The basic marching cube algorithm consists of a “cuberille grid”[10], a grid made
out of cubes. For every corner of every cube in the grid, the algorithm calculates
the isovalue and uses a lookup table to estimate the surface belonging to that cube
[10]. There exist 256 different surfaces that a cube can contain [12]. Therefore,
the lookup table has 256 entries. Fifteen of these surfaces are the so called basic
topologies because the others are reflective and/or rotational symmetry to those
[12].

Going through the whole grid to look at every cube in the grid is an expensive
operation. Triquet et. al. [15] developed an optimization of the marching cube
algorithm which foregoes checking every cube in the grid. In their method, they
first search for one cube that is filled with a surface. From this cube, they take a
look at all the neighbors. The neighbors that are filled with the surface are then
visited and the procedure is repeated until the whole surface is found. A so-called
timestamp is tagged to every visited cube, so that a cube is not calculated twice.
This optimization helps to make the marching cube algorithm faster, but the
storage of the grid itself could cost much memory. Mobile phones have less memory
available than personal computers. Therefore, we have to be careful that the
marching cube algorithm does not use too much memory.

The data structure from Wyvill et. al. [19] is similar to the marching cube
algorithm. Because of the similarity and because the optimization of the marching
cube is far more recent than the structure of Wyvill, we did not consider the
implementation of the data structure of Wywvill.

Most research papers about water droplets and metaballs do not mention which
algorithm they use for surface calculation. We assume that some of the researches
use the marching cube algorithm or the data structure from Wyvill because Wyvills
density function is used in them such as in the research of Yu et. al. [21].
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2.1.2 Octree

The octree describes (as the name already indicates) the object in a tree structure.
The starting node of the tree, the root, contains the whole object in a cube. This
cube is split into eight smaller cubes, which are represented by the nodes in the
next level [5].

The cubes that contain part of the surface will be further divided into 8 smaller
cubes. Cubes that are completely inside/outside of the object (and thus contain
no surface) will not be divided any further [5]. Figure 2.1 shows such an octree
structure. Furthermore, the division of the cubes also stops if the self defined
maximum depth of the tree is reached.

The depth of the tree defines the resolution of the object. The more levels (depth)
the tree has, the higher the resolution of the object will get.

level 0
level 1 Dm/i ,
level 2 .-i ’
fevel 3 DD

Figure 2.1: The cube representation of an object (left) with the tree presentation
of the octree (right [5, fig. 8.5]. The black cubes of the tree are completely inside
of the cube, the white cubes are completely outside of the object and the grey
once contain surface.

2.2 Movement

We want the simulation of the water droplet introduced in this thesis to also be
able to move around. A real water droplet is also able to move due to the gravity.
When you observe a water droplet moving down a window, the first thing you
notice is that it does not have a sphere-like shape but a so called water droplet
shape as seen in Figure 2.2. Yu et. al. [21] developed a way to deform the metaball
so that it would change the shape to the water droplet shape according to the slope
degree of a plane it is on.




CHAPTER 2. TECHNIQUES AND ALGORITHMS

(a) Photo of a moving water droplet (b) Drawing of Water droplet form
when it moves

Figure 2.2: Shape of a moving water droplet

In the research, Yu et. al. deform the points of the metaball before passing it to
the equation 1.1. For this deformation, they split the point itself into the vectors
i, U and W

= (z,0,0), 7= (0,y,0), @ = (0,0, 2) (2.3)

where x, y and z are the coordinates of the original point.
These vectors are then scaled to change the shape of the water droplet. For

the scaling Yu et. al. takes the gravity and the friction forces into consideration
as you can see in Figure 2.3. To calculate the scaling factor for the vectors u,

Figure 2.3: The water droplet on a plane with slope degree 6 according to Yu [21,
fig. 17]. The dotted line indicates the form of the original metaball. Fy is the
friction force, G, is the gravity, G, is the gravity component perpendicular to the
plane and G,, is the gravity component parallel to the plane.

and ), the friction force has to be calculated first. This is done with the following

10
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equation:

sind||v]|
R

where R is the radius of the metaball, 6 the slope degree of the plane and sign(w,)

the sign of the z value of the vector .

Fy = sign(w,)||Guw|| — (2.4)

7 9 15
h(ry) = <18 + =12 + =7, 2.5
(ra) = 7+ grh 2 (2.5
In equation 2.5 r, is the ratio of the magnitude of the vector « and the radius of
the metaball and is calculated as follows:

(2.6)

where R is the radius of the metaball and sign(w,) the sign of the z value of vector

w.

These two equations are then used to calculate the scaled vectors wuy, v, and wj
from the vectors 4, v and W according to:

i = a1 — MG (2.7
3
0, = V(|G| | + h(ry)sind) (2.8)

The new coordinates of the surface point can now be determined by adding the
calculated vectors wuy, vy and ws together.

With this scaling of the surface points, the shape of the water droplet changes to
the water droplet form according to the degree of the slope of the plane that lies
between 0 and 90 degree.

In an earlier paper of Yu et. al. [20] the calculation of v; is slightly different:

vs = 0(1.3 4 ||Gy|| + h(ry)sind) (2.10)

Here an extra value of 1.3 is added to the scaling value before scaling v with it.
So, we need to estimate whether or not we need to use this extra value in our
simulation of water droplets.

To see which one of these two equations to use (2.10 or 2.8), the resulting shape
those two generate need to be compared to each other. First, the equations are
tested with a slope degree of 45 as seen in Figure 2.4. This shows clearly that
a shape generated with equation 2.8 generates a peak which seems unnatural for

11
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a water droplet. Using equation 2.10 results in a less high peak which is a more
natural shape of the water droplet.
Testing the equation 2.10 further shows that changing the slope degree from 0 to
1 result in instantly flattening of the sphere-like form. This change in shape is
visually not realistic.
Because of these two observation, we decided to use an extra value as in equation
2.10. This extra value we will use will not be not static, but ranges from —% to
1.3 depending on the slope degree. This way, the change of form from one degree
to another is less obvious and also the shape looks natural when a slope degree of
45 is used.

Although the droplet is now able to change its form, it will only face one direction.

(a) using equation 2.8 (b) using equation 2.10

Figure 2.4: Water Droplet with a slope degree of 45

(a) Shape of a water droplet with a (b) Shape of a water droplet with a
slope degree 1 2.8 slope degree 1 2.10

Figure 2.5: The shape of the Water droplet while changing the slope degree from
0 to slope degree 1 using the equation 2.10

To be able to move it around, the water droplet needs to be able to face other

12
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directions as well. Furthermore, the water droplet needs to be able to change from
one plane with a slope degree to a plane with another slope degree because of for
example a ramp. This means, the water droplet needs to be able to face up or
down according to the visual plane.

Therefore, the solution for this is to align the coordinate frame with the orientation
of the water droplet before calculating the new water droplet. First, the coordinate
frame will be rotated around the y-axis to face the desired direction:

Tnew = Sin(a)z + cos(a)x (2.11)
Znew = cos(a)z — sin(a)x (2.12)
Ynew = Y (213)

where « is the angle between the facing direction of the water droplet and the
wanted facing direction and Z,ey, Xnew and ype, are the rotation of the coordinate
frame.

In addition to this rotation, the coordinate frame also needs to be rotated around
the x axis, so that the water droplet will face up or down and lies this way on
the plane. The rotation is done by recalculating the y and z coordinates of the
coordinate frame with equations 2.14 and 2.15.

Ynew = c08(B)y — sin(f)z (2.14)
Znew = SIn(B)y + cos(B)z (2.15)

where (8 is the angle between the surface of the horizontal floor and the incline
surface (for example a ramp or a slide) on which the water droplet is moving.
Furthermore, this angle also needs to consider the moving direction of the water
droplet (upwards or downwards).

Now, with these calculations, the water droplet is able to change the shape to
the water droplet shape and even face the desired direction.

Besides changing the shape, the water droplets need to move like a real water
droplet. The previous researches that uses metaballs (see Section 1.1) , do not
state how to move the water droplet. Yu et. al. [21] only considered static water
droplets without any movement.

Furthermore, just moving the water droplet and turning it straight with the new
direction does not look natural. Therefore, we came up with two different methods
to move the water droplet: Interpolation and Following.

2.2.1 Following

When you put a water droplet on a plane and let it move in one direction and
then change the moving direction of the droplet, you can observe that one part of

13
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the water droplet will follow the direction changing directly, while the other part
of the water droplet will after some time. With the Following technique, we try to
simulate this behavior.

For this Following technique, the water droplet itself consists of two metaballs.
The two metaballs will react to each other as if a spring is between them. This
means that the second metaball will follow the movement of the first one step for
step after a little delay. The faster the first one moves, the more distance will
be between the two metaballs, until a maximum distance is reached. The second
metaball will, when the maximum distance is reached, follow faster so that the
distance will not be increased any further.

2.2.2 Interpolation

As the following technique needs two metaballs to work, the interpolation tech-
nique only needs one metaball for the water droplet. With one metaball it is
not possible to simulate the partly directional changing move of a water droplet.
Instead of that, the change of direction will be interpolated. This means that if
the turning of the water droplet is greater than the small angle o then the water
droplet will turn in steps of size & and move every step a little forward. Figure 2.6
shows the changing of the moving direction of a water droplet with interpolation
steps.

If the moving direction of the water droplet changes into the opposite direction,
changing the direction step for step and letting the droplet move in a circle is not
natural. Instead of that, the water droplet should change back its form and then
start moving in the desired new direction. The same goes for the direction that
is almost in the opposite to the current moving direction. Therefore, we define a
range in the opposite moving direction (see Figure 2.7). When the desired new
direction is in this range, the water droplet will first stop moving, letting this way
the form of the droplet go back to the sphere-like form. As soon as the form is
sphere-like again, the water droplet will immediately start to move in the new
direction and change the shape again according to the new moving direction. If
the new desired moving direction is outside of the grey area in Figure 2.7, the
direction is changed (as mentioned before) step for step.
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2.2. MOVEMENT

) The water droplet moves (b) Change of moving direc- ) The moving direction of
1nt0 the direction of the ar- tlon The broken arrow in- the water droplet is changed
TOW. dicates the previous moving first to an interpolated mov-

direction and the other ar- ing direction.
row indicaties the new de-
sired moving direction.

(d) The moving direction of
the water droplet is changed
again and is now moving in
the desired direction.

Figure 2.6: The moving direction of the water droplet changes. Interpolation steps
are used to change the direction.
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Current heading direction
of the water droplet

Rang in the opposite
direction

Figure 2.7: Rotation possibility of a moving water droplet. When the new direction
falls into the rang (grey area), then no interpolation takes place.
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2.3. CONTACT ANGLE

2.3 Contact angle

Next to the moving of the water droplet, the contact angle of a water droplet needs
also to be considered in the simulation introduced in this thesis.
If you put a water droplet on a solid surface, for example a glass plate, you can
observe that the form of the water droplet will not remain a complete sphere, such
as a marble. Instead, the water droplet will spread a little and appear to spread
and sink into the surface. How far the water droplet seems to sink in depends on
the contact angle. When a droplet comes in contact with a solid surface, the angle
between the surface of the liquid and the solid surface is a characteristic of the
liquid itself. This angle is referred to as contact angle [17] (see Figure 2.8).
According to Gennes et. al. [4] the water droplet reaches equilibrium with the

Figure 2.8: A water droplet on a solid surface [4, Figure 1a)], where 0, is the
contact angle, V is the air, S is the solid surface and L the liquid.

solid surface if the contact angle and the surface tensions satisfy the following
equation:
Ysa — Ysr — ycosth =0 (2.16)

where g4 is the solid surface air tension, ~gy is the solid surface liquid tension
and ~ is the surface tension.

The research of Wang et. al. [17] is about a physic-based model of water droplets.
Although the physics in this model makes the simulation of water droplets behave
natural, the calculation time is quite high. Furthermore, the device used for the
simulation has high computational resources. Therefore, running this simulation
on a low resources device such as the mobile phone would result in higher calcula-
tion time then on the high computational resources device.

To simplify this physical behavior for the use on low resources devices, we intend
to give the surfaces their contact angle instead of calculating it with the surface
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tensions. Just like Zhang et. al. [22] we will use the normal of the solid surface
and the normals of the points of the water droplet surface to search for the points
that satisfy the contact angle between the solid surface and the droplet.

Just sinking into the ground makes the water droplet appear as if part of it will
disappear instead of spreading over the ground as real water droplets seem to do.
Therefore, the radius of the water droplet needs to be recalculated in such a way
that it visually seems as if the water droplet spreads out. What will be left of the
water droplet after sinking into the ground is not the total sphere but a so-called
spherical cap. This spherical cap should have the same volume as the total sphere
beforehand because the water droplet should visually not lose any volume, only
spread itself on the surface.

The volume of a spherical cap is calculated with the following equation [18]:

1
V= g7rh2(3r —h) (2.17)
where h is the heigth of the cap, r the radius of the sphere and V the volume.

Rewriting this so that the radius can be calculated gives:

1%
= 4h 2.18
r=_t (2.18)

where h is the height of the cap, r the radius of the sphere and V the volume.
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Experiment set-up

The techniques and algorithm from the previous Chapter were used to implement
an experiment set-up.

In this experiment set-up, the main platforms for the water droplets are not com-
puters or laptops, as was the case with previous researches, but mobile phones.
Such a mobile phone can either run iOS or Android or others such as windows.
For the newer version of Hydrotilt, Codeglue prefers to implement this game in
Unity with C# for the scripts. Therefore, we will use Unity and C+# for the im-
plementation of the simulation of water droplets.

The Unity development tool [16] enables publishing on both platforms: iOS and
Android. Furthermore, it offers the possibility to use and add scripts to 3D con-
tent. These scripts can either be written in C# or in JavaScript. Unity also
provides out-of-the-box functionalities. The scripting part and the 3D enabled
world of Unity will enable the water droplet to be used in games later on. Also, it
offers the possibility to add other parts.

Before implementing the techniques and algorithms of Chapter 2, a test environ-
ment has been set-up in Unity. This test environment consist of four floors, one
slide and several ramps, as seen in Appendix B.

In the game Hydrotilt, the water droplet was moved through the tilt of the mobile
phone. In the experiment set-up, we decided to implement this type of control as
well. Therefore, in the implementation, the water droplet moves according to the
tilt of the mobile phone (see Figure 3.1). The speed of the water droplet depends
on how far the mobile is tilt.

As explained in Section 2.2, moving the droplet will also change the form of the
droplet according to a slope degree. When the mobile is tilt, it also looks like the
floor is tilt. We want to use this tilting of the floor and therefore decided to use
the tilt of the mobile for the slope degree. With this, the water droplet looks in the
experiment set-up as if the floor is tilt and the water droplet moves and changes
form according to gravity.

Another implementation choice for the experiment set-up we made was that there
are two kinds of water droplets. The first one is the moving water droplet. This
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: s : I LR
(a) Basic holding position of mobile where tilt is
(almost) 0 and therefore the slope degree is also

(b) Changing the moving direction into the opposite movement by chang-
ing the tilt of the mobile.

Figure 3.1: To change the moving direction into the opposite direction, the tilt of
the mobile has to change. In this movement, the mobile device is held shortly in
a basic. This causes the water droplet to change its form back before changing
movement into the opposite direction

water droplet is able to move around according to the tilt of the phone.

The other water droplet is a static water droplet. This one is not able to move
around. Instead, it waits until the moving water droplet is close enough to merge.
Another difference between these two kinds of water droplets is that the static
water droplet uses the contact angle to sink in. During the implementation of the
experiment set-up, we noticed that the calculation of the contact angle points take
too much calculation time as that this techniques could be used in the simula-
tion for the moving water droplet. Therefore, the moving water droplet is already
sunken in to half of the droplet and does not calculate the contact angle like the
static water droplet does.

A more detailed description of the implementation with class diagrams can be
found in Appendix A.

This experiment set-up was used to perform experiments. There exist many dif-
ferent mobile phones which run Android. They can have different hardware and
therefore different amounts of calculation resources. Because of this, we will per-
form the experiments on five different mobile phones: Samsung Galaxy S2, Nexus
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S, Samsung Galaxy S, HT'C Desire and HTC Desire HD.
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Octree vs. Marching cube algorithm

The first two experiments are about the octree and the marching cube algorithm.
The implemented marching cube algorithm and the octree can be used to calculate
the surface of the water droplet. The calculation in these two algorithms differs
from each other and can therefore have different effects on the water droplet on
mobile phones. For the use on mobile phones it is important to know which of
those two algorithms is more suitable and what influence it has on the behavior of
the water droplet. To test this, we have set up two experiments.

One of the lower resources in a mobile phone is the memory. The memory in the
mobile phones is more limited than that of a computer. Therefore, it is important
that the algorithm doesnt use too much memory, otherwise the mobile phone could
refuse to start up the simulation. This leads us to the first experiment: placing of
static water droplets and look at the memory usage needed for the calculation of
the surface.

Furthermore, we want to see which of these two algorithms is faster. Therefore,
in the next experiment we measure the time needed to calculate the surface of the
water droplet on the mobile phone.

To actually measure the calculation time, a stopwatch was implemented to measure
the time between the start and the end of the surface calculation in millisecond.
Because the calculation time of the merging and moving and such can differ, the
total time of one experiment will be the average time of all the measured times.
As mentioned in Chapter 3, the experiments are conducted on five different mobile
phones with different amounts of computational resources.

In order to compare the results of the second experiment on the different mobile
phones, the water droplet will be moved along the same route. First of all, the
water droplet will be moved towards one static water droplet until it is merged
with that one. Then, it will be moved up a ramp from which we will let it fall of
at the end. As soon as the water droplet reaches the ground, the route is finished
and the test stopped.

The water droplet is moved with tilting of the mobile phone. This can lead to
small deviation in the route that the water droplet will take. To compensate for
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Experiment run number Samsung Galaxy S 2
39,8
38,6
37,4
38,9
36,8
39
36,1
39
39,3
10 35,2
average 38,01
stddv 1,5401

O 1O Ul W N

Ne}

Table 4.1: The table shows the measured time for the octree algorithm, including
the average of these ten runs and the standard deviation. All the times are reported
in milliseconds.

this deviation, the experiment is run 10 times on every mobile phone.

4.1 Result

The first experiment was only conducted on the Nexus S because it already showed
the difference in memory usage of the two algorithms.

Using the marching cube algorithm, it was not possible to run the simulation with
more than four static water droplets. The memory usage was too high for the
mobile phone resulting in termination of the simulation.

Using the octree instead of the marching cube algorithm, the Nexus S showed no
problem with even ten static water droplets. This shows clearly, that the octree
uses less memory than the marching cube algorithm to calculate the surface.

In the second experiment, the calculation time needed for the octree algorithm
was too high making it impossible to conduct the experiment on any other mobile
then the Samsung Galaxy S 2. Even on the Samsung Galaxy S 2 it was almost
impossible to keep it on the route we described and conduct the experiment (see
Table 4.1 for the calculation times).

The marching cube algorithm on the other hand needed less calculation time as
seen in Table 4.2 and Figure 4.1.

The marching cube algorithm was fast enough to be tested on all five mobile
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4.1. RESULT

Experiment run  Samsung Nexus S HTC Desire Samsung HTC Desire

number Galaxy S2 Galaxy S HD
1 16,2 48,7 29,6 38,5 32
2 15,4 41,6 29,8 39,1 26,7
3 16,5 38,9 28,7 40,6 274
4 16,3 41,1 28,8 37,4 26,7
5 15,6 42 29,3 39,6 26,3
6 17,5 38,2 27,6 38,8 26,4
7 16,7 45 28,1 37,6 25,9
8 16,5 39,7 29,4 37,5 26,4
9 16,2 43,4 29,1 38,1 25,9
10 15,6 43 30,2 36,9 26,6

average 16,25 42,16 29,06 38,41 27,03

stddev 0,6204 3,1074 0,7862 1,1415 1,7987

Table 4.2: This table shows the measured calculation time for the marching cube
algorithm in milliseconds, including the average and the standard deviation.

phones.

Furthermore, the result also shows the already mentioned difference between the
mobile phones and their resources because the time needed to calculate the surface
is different for each of these mobile phones.

The result of these two experiment show that the octree needs less memory than
the marching cube algorithm. On the other hand the marching cube algorithm is
faster than the octree. Therefore, we recommend to use the octree for the surface
calculation of the static water droplet as this needs to be calculated only once at
the beginning. For the moving water droplet, it is better to use the marching cube
algorithm instead, so that the water droplet will be able to move faster.
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O SamsungGalaxyS2

o O NexusS

O HTCDesire

O SamsungGalaxyS
HTCDesireHD
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o
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Experimentrunnumber

Figure 4.1: This plot shows the measured calculation time for every the marching
cube algorithm in ten runs on five mobile phones
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Interpolation vs. Following

Just like marching cube algorithm and octree, the interpolation technique and the
following technique are two different techniques to calculate the move of the water
droplet. Both techniques have advantages and disadvantages over each other. To
show these, we have to conduct two experiments. The first experiment is a visual
observation of the moving behavior. The second experiment is checking the speed
to calculate the move of the water droplet.

5.1 Visual observation

The experiment “visual observation”is done to verify and observe the physical
behavior of the movements of the water droplet and which one of the above men-
tioned techniques makes it look more realistic. For this, we move the water droplet
on the mobile phone Samsung Galaxy S2. Because this experiment is only about
the visual behavior and not the calculation times for the performance of the water
droplet, it is not necessary to test it on more than one mobile phone.

In the previous experiment, the water droplet was moved along one specified route.
In this experiment, the water droplet will be moved along almost the same route.
The difference to the earlier route is that the experiment will not be stopped di-
rectly after the fall of the water droplet. Instead, the water droplet is moved to
the slide (see for the position of the slide Appendix B) and slide down to the next
floor. Only then the observation is stopped. Because only the moving behavior
of the water droplet is within the scope of this experiment, the water droplet will
not merge with a static droplet as in the previous experiment. With this, the
route of the water droplet is as follows: Move to the ramp, move up the ramp,
the water droplet falls down, move towards the slide and letting the water droplet
slide down.

To see that the visual physic behavior is not a onetime occurrence, the experiment
is repeated five times for both movement techniques.
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5.1.1 Result

The first difference between both techniques is already visible as soon as the water
droplet starts to move up the ramp. With the following technique, parts of the
water droplet stays on the ground while the first part of the water droplet starts to
move the ramp up, just like in real life. On the other hand, using the interpolation
technique made the whole water droplet move upwards on the ramp. This makes
it seems as if the water droplet flicks.

Another visual difference occurs when the water droplet falls. The water droplet
changed back to the sphere-like form as soon as it starts falling using the inter-
polation technique. This is different when the following technique is used instead.
The water droplet seems to stretch in the air, as if part of the water droplet falls
slower. This is more realistic because in real life the water droplet does not change
back to a sphere-like form when falling.

With these two observations, we can conclude that the following technique simu-
lates the movement of the water droplet more realistic.

5.2 Speed of the calculation

The calculations of both techniques differ from each other. Therefore, the time
needed to calculate the movement can also be different. This experiment is con-
ducted to find out what the time difference is between the two movement algo-
rithms.

First of all, a stopwatch is needed for this just like in the experiment for the octree
and marching cube algorithm. The stopwatch is implemented into the simulation
so that it will measure the time needed to calculate the movement in millisec-
onds. Furthermore, during the simulation, the movement of the water droplet is
calculated multiple times. The measured calculation time can vary during the sim-
ulation. To compensate for this variation in time, the average of these calculation
times is calculated and given as the result.

For this experiment, the experiment set-ups of Chapter 3 is used, including testing
on five different mobiles.

The water droplet movement is simulated the same on these five devices. First, we
move the water droplet towards the ramps. Then just before reaching the ramp,
we let the water droplet move to the right. Just before it reaches the border of the
test environment, we will move it back to the ramp again and stop the simulation
just before reaching the ramp.

Because the movement is not done automatically, small differences in the move-
ment can appear. To compensate for this, the experiment is repeated ten times
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5.3. CONCLUSION

Samsung Galaxy Nexus S HTC Desire Samsung Galaxy HTC Desire

S 2 S HD
1 0,0838 0,0598 0,1225 0,0714 0,0944
2 0,0722 0,0766 0,1155 0,2622 0,1330
3 0,0524 0,0677 0,1325 0,0718 0,1012
4 0,0836 0,0716 0,1507 0,0909 0,1084
5 0,0733 0,0579 0,1190 0,0694 0,1052
6 0,0631 0,0564 0,1626 0,0745 0,0902
7 0,0666 0,1174 0,1282 0,0716 0,0830
8 0,0967 0,0741 0,1367 0,0848 0,0853
9 0,0772 0,1012 0,1696 0,1007 0,1021
10 0,0837 0,0990 0,1651 0,0905 0,0960
average 0,07526 0,07817 0,14024 0,09878 0,09988

stddev 0,012630668 0,020809562 0,020233976 0,058409394 0,0143015

Table 5.1: The table shows the measured time of the following technique for ten
runs, including the average of these ten runs and the standard deviation. All the
times in this table are in milliseconds.

on every mobile phone.

5.2.1 Result

As you can see in Table 5.1, the average calculation times for the following tech-
nique for all five mobile phones lies between 0,07ms and 0,14ms. On the other
hand, the interpolation technique has an average calculation time between 0,01ms
and 0,04ms as you can see in table 5.2. This clearly shows that the following
technique needs more time to calculate the movement than the interpolation tech-
nique.

5.3 Conclusion

As we found out in these two experiments, the follow technique simulates a more
realistic moving behavior than the interpolation technique. On the other hand,
the interpolation technique is faster with the calculation. Therefore, the choice on
which of these two techniques to use depends on the goal one want to reach: more
realistic or faster.
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Samsung Galaxy  Nexus S HTC Desire Samsung Galaxy HTC Desire

S 2 S HD
1 0,0098 0,01597 0,0606 0,0255 0,0229
2 0,0233 0,01897 0,0423 0,0324 0,0280
3 0,0104 0,02247 0,0401 0,0208 0,0300
4 0,0107 0,02693 0,0313 0,0217 0,0316
5 0,0111 0,03040 0,0408 0,0249 0,0353
6 0,0251 0,02464 0,0424 0,0179 0,0344
7 0,0155 0,02643 0,0409 0,0225 0,0217
8 0,0196 0,02735 0,0387 0,0262 0,0269
9 0,0118 0,01829 0,0523 0,0227 0,0315
10 0,0212 0,02561 0,0451 0,0204 0,0423
average 0,01585 0,023706 0,04345 0,0235 0,03046

stddev 0,005922321 0,004637246  0,007975832 0,004022161 0,006095025

Table 5.2: The table shows the measured time of the interpolation technique for
ten runs, including the average of these ten runs and the standard deviation. All
the times are reported in milliseconds.

30




Static Water droplets

Next to the choice of implementing two different algorithms for the surface calcu-
lation and the movement, the water droplet was split in the implementation into
static water droplets and moving water droplets as described in Chapter 3.

The static water droplets are implemented slightly different than the moving water
droplets. This leaves us wondering what the impact of the static water droplets
are on the whole simulation and the limitations. To investigate this, further ex-
periments were necessary. To be more precise, three experiments are necessary.
The first experiment is to test the limitation of the number of static water droplets
in the simulation. Second is an experiment about the sink in implementation of
the static water droplet and the last experiment is about the merging with the
moving water droplet. In all three experiments, the experiment set-up of Chapter
3 is used, including testing on five different mobile phones.

6.1 Number of static water droplets

In the simulation, it is possible to place more than one static water droplet. Be-
cause these water droplets need to be calculated at the start of the simulation,
they can be a burden to the memory of the mobile phone. Furthermore, the cal-
culations of the static water droplets need process time. Therefore, every added
static water droplets slows down the movement of the moving water droplet. Be-
cause the calculations of the static water droplets take place at the beginning of
the simulation, the simulation is only slows down there and speeds up again after
some time.

In this experiment, one till twenty static water droplets are placed in the simula-
tion and run on each of the five mobile phones.

To see how long it takes until the moving water droplet is able to move normal
again, a stopwatch is used. The stopwatch is started as soon as the simulation
starts up and stopped as soon as the moving water droplet seems to move as
smoothly as without any static water droplets.

Furthermore, the marching cube algorithm needs more memory to calculate the
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surface than the octree as we saw in Chapter 4. This is why the static water
droplets in this experiment use the octree for the surface calculation. As the static
water droplets do not use the movement, it is not necessary to decide between the
movements for them.

6.1.1 Results

On all the mobile phones it was possible to start and run the simulation with
twenty static water droplets. It was even possible to start the simulation with 40
static water droplets on the five mobile phones. However, the time the simulation
needed until the moving water droplet was able to move normal again increases
with every added static water droplet. Table 6.1 and Figure 6.1 show this time in
seconds for one to twenty static water droplets.

Furthermore, the measured time is different on each of these five mobile phones
as seen in Table 6.1. This shows that the measured time until the moving water
droplets move faster again depends on the resources of the mobile phones.

6.2 Sink in

In the experiment set-up, the static water droplet sinks in according to method
explained in Section 2.3. The moving water droplet is not implemented with this
algorithm. The sink in needs too much time for the calculation as that it would
be usable for the moving water droplet.

To show how much time the sink in actually needed to be calculated, this experi-
ment is done with one static water droplet. The static water droplet is placed near
the first ramp in the simulation. A stopwatch is used in the implementation of the
simulation to measure the time needed to calculate the sink in of the droplet.
Processes running in the background could influence the measured calculation
time. Because of this, the experiment will be run ten times on all five mobile
phones.

6.2.1 Results

As seen in Table 6.2, the sink in process needs at least 13 milliseconds to be
calculated. The mobile phone with the slowest calculation abilities needs even 21
milliseconds in average to calculate the sink in.

This shows clearly that the sink in process demands a lot of calculation time.
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6.2. SINK IN

Number of Static  Samsung Nexus S HTC Desire Samsung HTC Desire

Water droplets  Galaxy S2 Galaxy S HD
1 <1 1 1 <1 <1
2 <2 2 3 2 2
3 2 3 4 2 2
4 3 4 4 3 4
bt 3 5 5 4 4
6 4 5 5 4 5
7 5 6 6 4 6
8 5 7 7 5 7
9 6 9 9 6 8
10 7 9 10 7 8
11 7 9 11 7 8
12 7 11 12 7 9
13 7 11 13 8 11
14 8 12 13 9 12
15 9 13 15 10 13
16 9 13 16 11 14
17 10 14 16 11 14
18 10 15 17 12 16
19 11 16 20 13 17
20 12 17 21 14 17

Table 6.1: The measured time needed until the moving water droplet was able to
move faster again. All the times are reported in seconds.

33




CHAPTER 6. STATIC WATER DROPLETS

—— SamsungGalaxyS2

— NexusS

—— HTCDesire

—— SamsungGalaxyS
HTCDesireHD

20

Time (sec)

. . . . . . . . .
0 2 4 6 8 10 12 14 16 18 20
StaticWaterDropelts

Figure 6.1: This plot shows the time needed until the application runs normal
with the static water droplets.

6.3 Merging

Another implemented ability of the static water droplets is to merge with the
moving water droplet as soon as the moving one is close enough. After merging,
the moving water droplet has increased in size. The marching cube algorithm,
however, only has a limited grid size. Therefore, the number of water droplet
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6.3. MERGING

Experiment run  Samsung Nexus S HTC Desire Samsung HTC Desire

Number Galaxy S2 Galaxy S HD
1 11,05 12,7 21,7 12,25 16,5
2 14,1 12,55 26,15 12,65 14,65
3 13,45 12,25 21,65 12,7 14,9
4 11,6 13,4 18,45 13,3 15,2
5 14,65 13,05 20,95 12,35 14,85
6 14,85 12,75 19,75 12,55 15,05
7 13,05 12,45 21,25 12,4 16
8 16,6 13,55 19,75 12,7 15,05
9 14,4 12,7 19,55 12,85 15,25
10 14,2 12,7 19,8 12,7 15,1

average 13,795 12,81 20,9 12,645 15,255

stddev 1,611 0,408 2,123 0,296 0,564

Table 6.2: This table shows the measured calculatime time of the sink in for all
ten runs in milliseconds, including average and standard deviation.

with which the moving water droplet can merge is limited. So in this experiment,
it was tested with how many other water droplets the moving one can merge
without having surface outside of the grid of the marching cube algorithm. For
this experiment, the resolution of the water droplet was chosen to be low so that
the water droplet is able to move as fast as possible. Furthermore, with every
merg the water droplet grows. This means that the resolution would change. To
prevent that, the cube size changes according to the number of calculated triangles
of the surface.

With this, the water droplet is moved around the test environment and merged
with the static water droplets in the environment.

The implementation is further changed, so that a log message is generated as soon
as surface calculations outside of the grid take place.

6.3.1 Results

In this experiment, we were able to let the moving water droplet merge with twenty
static water droplets. The simulation runs further without any noticeable changes
in speed. Furthermore, the marching cube algorithm did not give any message
that part of the surface was found outside of the grid.

At first, merging with more than six water droplets seemed to let part of the
water droplet disappear when moving to the left. After changing the texture, this
phenomenon disappeared. This shows that it was because of the texture and not
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because of the grid size that it seemed to disappear.
This shows that the merging with twenty static water droplet is not a problem for
the simulation on the mobile phones.
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Resolution

Another experiment we need to conduct is the testing of the resolution.

The resolution of the water droplet is defined in its surface. With high resolution,
the surface would be very smooth and with low resolution the surface would be
bumpy and less smooth.

Calculating the surface can therefore be influenced by the defined resolution. Some
resolution might even be too high as that some mobile phones will be able to
handle with their low resources. Therefore, we need to test the influence of the
resolution on the calculation time of the surface. As mentioned in Section 2.1, we
implemented two different algorithms for the calculation of the surface: Octree
and Marching cube algorithm.

7.1 Octree

The resolution of the octree is defined in the maximum depth till where the algo-
rithm calculates the tree (see Section 2.1). The deeper the maximum depth is, the
higher the resolution of water droplets.

In Chapter 4, we already saw that the octree is too slow for the moving water
droplet on mobile phones. Therefore, the testing of the octree resolution will be
conducted with one static water droplet. The static water droplet is placed at the
beginning of the test environment. Again, a stopwatch is used to measure the time
needed to calculate the surface of the water droplet. The difference here is that
the surface is only calculated once at the beginning. Therefore, it is not necessary
to calculate the average of all surface calculation during the simulation.
Furthermore, we used four mobile phones for the testing of the resolution instead
of five as mentioned in the experiment set-up in Chapter 3: Samsung Galaxy S2,
HTC Desire, HTC Desire HD and Samsung Galaxy S.

Other processes running on the mobile phones in the background could influence
the needed calculation time which would result in different times for every run.
Therefore, we decided to run the simulation ten times on every mobile phone. The
maximum depths that were used in the experiments are two and three. We also
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tried with a maximum depth of four, but the calculations were for most of the
devices computational expensive and let them even crash.

7.1.1 Results

Running with a maximum depth of three makes the water droplet smoother than
when it is run with a maximum depth of two. But a greater maximum depth also
increases the calculation time as you can see in Figure 7.1. On most of the mobile
phones is the average time for the calculation of the surface with a maximum depth
of three even higher than 100 milliseconds and slows the performance down at the
beginning.

7.2 Marching cube algorithm

The resolution of the marching cube algorithm is not defined with a maximum
depth as the octree is, but with the size of the cubes in the grid (see Section 2.1).
Smaller cubes in the grid allow the surface of the water droplets to have higher
resolution.

In this experiment, the cube size of the lowest resolution is 0.2. Any lower resolu-
tion would result in having a not sphere like form anymore. Higher resolution than
with a cube size of 0.075 leads to resource problems on mobile phones. Therefore,
the cube size used in this experiment range from 0.075 to 0.2.

In Chapter 4, the calculation time with the marching cube algorithm was fast
enough to test it with the moving water droplet. Also, what we want to measure
is the same as in chapter 4, that is the time needed to calculate the surface, the
set-up in this experiment will be the same as the set-up used there. This would
be a stopwatch that measures the time needed for the calculation of the surface,
testing it on five different mobile phones and using the same route.

Furthermore, the experiment is repeated ten times on every device and for every
cube size.

7.2.1 Results

In Figure 7.2, you can see the average of the ten measured calculation times in-
cluding the standard deviation. As seen there, the calculation time will lessen
the higher the cube size (lower the resolution) gets. This shows clearly that the
resolution has a great impact on the calculation time of the shape.

The side effect of the lower resolution is that the surface of the water droplet gets
bumpier. With too low of a resolution, the water droplet even starts to have a
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Figure 7.1: This plot shows the calculation time of the octree for different depths.

cube like form instead of a sphere like form. A cube size of 0.2 starts already with
making the water droplet look like a cube.
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CHAPTER 7. RESOLUTION
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Figure 7.2: This plot shows the measured calculation time for every cube size and
the standard deviation.All the times are reported in milliseconds.
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Performance

To see how good an implementation actually is, one has to take a look at the
performance of it and see if the performance is good. A good performance means
that the movements in the simulation are fluid and not jerky. It is important to
have a good performance especially in games. In games having jerky movement
makes the player feels as if the object in the game is not completely under his/her
control and therefore breaking the game flow.

Because mobile phones have low resources the performance depends on the calcu-
lation times. In the previous experiments, the needed calculation time was already
measured, but the experiments only looked at part of the simulation and not at
the whole simulation fo water droplets.

During the experiment in Section 7.2, we noticed that the water droplet moved
smoothly when the calculation times was lower than or equal to 18 milliseconds.
As you can see in Figure 8.1, most of the mobile phones have a calculation time
below 18 msec when low resolution is used. The only exceptions are the Nexus
S and the Samsung Galaxy S. Even with the lowest of the tested resolution, the
calculation time of the marching cube algorithm is above 18 milliseconds on those
two mobile phones. The controlling of the moving water droplet with those two
phones did also not feel as smooth and good as with the other mobile phones
during the resolution experiment because the movement was more jerky.

In the experiment in Section 7.2, the following technique was used to calculate the
movement of the water droplet. As was seen in Chapter 5, the following technique
needs more time to calculate the movement than the interpolation technique. Us-
ing the following technique instead of the interpolation technique should therefore
lower the performance of the simulation.

Running the simulation again on the mobile phones with low resolution, but now
with the interpolation technique, did indeed increase the feeling of the performance
as seen in Figure 8.2. Even running on the Nexus S and the Samsung Galaxy S
did not give any jerky feeling and the simulation ran smoothly

So, the performance is affected by the resolution and the choice of the movement.
Lower resolution raises the performance. The performance is then again raised by
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Figure 8.1: This plot shows the measured calculation time for every cube size and
the standard deviation while using the following technique. The grey area marks
where the performance starts to feel like a good performance. A good performance
feeling is reached in the grey area.

using the interpolation technique instead of the following technique.

This shows that every calculation reduces the performance of the simulation.
The static water droplets also need to be calculated, but only at the beginning.
That is why the performance dropped at the beginning and rises later, as was seen
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Figure 8.2: This plot shows the measured calculation time for every cube size
and the standard deviation while using the interpolation technique. The grey
area marks where the performance starts to feel like a good performance. A good
performance feeling is reached in the grey area.

in Chapter 6.
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Discussion

Previous researches simulate water droplets on high computational resource devices
and not on low resources devices such as mobile phones. The previous experiments
(Chapter 4 - 8) showed that the simulation of water droplets introduced in this
thesis is able to run on different mobile phones.

Still, how it runs on the mobile phones depends on the mobile phone. All the
experiments showed that the choice of the mobile phone has great impact on the
performance. For example, the simulation runs faster and better on the Samsung
Galaxy S 2 than on the Nexus S.

The low resources of the mobile phones made it necessary that more than one sur-
face calculation method has been implemented. As seen in Chapter 4, the march-
ing cube algorithm needs too much memory for the calculation of many static
water droplets. The octree on the other hand needs less memory, but is slower.
Therefore, both algorithms are needed in the simulation. Using the marching cube
algorithm for the water droplet that moves is chosen because it is fast. We use the
octree algorithm for the static water droplets because it uses less memory.

The behaviors of the two implementations for calculating movement are also dif-
ferent. The interpolation movement is faster, but visually less realistic than the
following movement.

This shows that when using one of these implementations, there is a tradeoff
between performance and visual graphics. Also, the choice of the resolution is an-
other tradeoff between performance and visualization of the water droplet as seen
in Chapter 7. A higher resolution makes the water droplet smoother and visually
better, but also decreases the performance of the program. A good performance on
different mobile phones is reached with a low resolution and interpolation move-
ment whereas high resolution and using the following movement is visually better
but has a bad performance (see Chapter 8).

In a game, the performance is important especially for the game flow. Visual qual-
ity is also important, but less than the performance. Therefore, it is advisable to
reduce the visual quality for the performance in game wise.

Static water droplets also decreases the performance in the beginning of the simula-
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CHAPTER 9. DISCUSSION

tion for some time as seen in Chapter 6. The time before the performance increases
again, depends on the number of static water droplets. Nevertheless, merging is
one of the key abilities of water droplets and in the simulation of water droplet
introduced in this thesis only possible with static water droplets. This ability can
also be used for game elements in games such as Hydrotilt. The amount of static
water droplets in such a game would therefore only be limited by the time the
game is allowed to wait at the beginning, camouflaging this time with a loading
screen.

The decrease in performance with the static water droplet is because of the calcu-
lation time needed for the sink in. The sink in allows a more realistic placing of
the water droplet on a surface, but decreases the performance. Therefore, again a
choice can here be made between visual correctness of the water droplet behavior
(sink in) or performance. Not using the sink in would increase the performance,
but it would then again be visually incorrect to let the static water droplet not
sink into the ground.
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Conclusion

In the scope of this thesis, we implemented in an experiment set-up moving and
static water droplets on mobile phones using the metaballs model, Unity and C#.
The physical behavior of water droplets (such as sinking in according to a contact
angle, merging and changing shape from sphere to droplet form when moving)
were considered and also implemented.

We tested the implemented set-up on five different mobile phones. On all these
five mobile phones, the simulation was able to start up and we were able to let
the moving water droplet move. This shows that the simulation of water droplets
with metaballs is able to run on low resources devices such as mobile phones.
According to the physics of a water droplet, the water droplet will sink into a solid
surface and form a contact angle with this surface. Another physical behavior is
the merging with other water droplets. A water droplet merges as soon as it is
close enough with another water droplet resulting in one bigger droplet. These two
physical behaviors are implemented in the experiment set-up. The only limitation
is that the moving water droplet does not sink in according to the contact angle
because the sinking in process is to slow and that would result in performance
issue on the low resources devices. Therefore, the moving water droplet is always
sunk in to half of the sphere form.

With a very good performance, real time behavior of the implementation is possi-
ble. Nevertheless, the experiments conducted show that the graphics of the water
droplets (visually) and the performance on the mobile phones conflict with each
other. This is why, using a movement that looks more realistic and high resolution
of the water droplet decreases the performance. On the other hand, using low
resolution and a movement that does look less realistic improve the performance
and even result in real time performance on the mobile phones. This shows that
real time performance is possible with our implementation with less realistic look
and behavior.

The main question of this thesis was:

How to implement a water droplet based on metaballs with the right
behavior on a device with low resources?
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CHAPTER 10. CONCLUSION

Our implementation makes this possible and answers therefore this.

Future work

A game is implemented in such a way that it runs in real time. As was shown,
using low resolution and a less realistic movement, the water droplet in our im-
plementation is able to move in real time, without hesitations on low resources
devices. This indicates that this simulation of water droplets is usable in a game
for low resources devices such as mobile phones. It is possible that game elements
would slow the simulation down and decrease the performance resulting in running
not in real time. Therefore, testing the simulation of water droplets introduced in
this thesis with game elements is one possible future work.

Furthermore, the sink in process implemented was to slow to be usable for the
moving water droplet. Nevertheless the sink in is according to a contact angle
with the solid surface a natural and more realistic behavior than always sunk in
to the half of the whole droplet. Therefore, we want to look if there are other
possibilities and implementations for the sink in process in future researches.
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Class Diagram and implementation

Figure A.1 shows the diagram of the whole implementation. Because it was made
smaller to fit on a page, the names of the classes, functions and variables are not
readable. Therefore, We split the class diagram into two half that are shown in
Figure A.2 and Figure A.3.
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CLASS DIAGRAM AND IMPLEMENTATION

APPENDIX A.

1011.

f the whole implementat

The class diagram o

Figure A.1
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Figure A.2: The first half of the class diagram of Figure A.1.
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Figure A.3: The second half of the class diagram of Figure A.1.
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A.1. SURFACE

As the class diagram shows in Figure A.1, the whole implementation of the
water droplet is split into four classes/parts: Water Droplet, Surface, Movement
and Sink in.

In Appendix A, you can find a class diagram of the complete implementation.

Water Droplet Sink in

Surface

Movement

Figure A.4: Main structure

A.1 Surface

As mentioned in Chapter 2.1, we want to implement two algorithms that are
able to calculate the surface: the octree and the marching cube algorithm. The
water droplet can have either one of those two algorithms to calculate the surface.
Therefore, those two are subclasses of the class Surface as you can see in Figure
A.5. To make the marching cube algorithm faster, as mentioned in Chapter 2.1.1,

Surface

i : ; .
b .
¢ 3
g

Marching Cube Octree

Figure A.5: Implementation structure of the Surface

we implemented the timestamps. The class vertexCache is where we implemented
the timestamp. It keeps track of the current timestamp and the timestamp for
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every cube in the grid of the marching cube algorithm.

The surface of the metaballs is calculated mathematically as mentioned in Chapter
1.1.2. Both algorithms need those mathematical functions to calculate the surface.
Therefore, the class Surface should have those function implemented so that both
algorithm can access them. But to maintain an object oriented implementation,
we decided to place those function into an extra class and let the surface have an
instance of this class.

In Figure A.6, you can see the complete implementation of the Surface.

<<interfaces>

ISOFunction
Surface

MarchingCube e

!

CubeGrid

ls

VertexCache

Figure A.6: Classes structure of the complete implemented Surface

A.2 Movement

The movement of the water droplet can either be an interpolation movement or a
follow movement. In the water droplet class, the kind of movement to be used has
to be defined at the beginning. For the interpolation is the minimum value and
the maximum value of the range defined by variables. Furthermore, so that the
user can move the water droplet as he/she wants it to, the movement has an input.
In the game Hydrotilt, the movement of the droplet depended on the tilt of the
mobile device. We want to imitate this behavior. Therefore, we implemented the
tilt and how much the mobile device is tilted as input. The speed of the movement
depends then on how much the mobile device is tilted.

As mentioned in Chapter 2.2, the shape of the water droplet has to change if it
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A.3. SINK IN

moves. This change is done with the help of a slope degree. When the water
droplet does not move, the slope degree should be 0. Tilting the mobile phone
changes that. To give the user a natural feeling of the change of the shape, we
decided to use the angle of the tilt as the slope degree and change the shape
according to that. This ensures also that the water droplet will change its form
back before moving into the opposite direction as you can see in Figure A.8.

In Figure A.7, you can see the implementation structure of the movement.

< <enumeration ==
KindOfMovement

Movement +Interpolation

+FollowOneMetaball

Input

Figure A.7: Class structure of the movemenet implementation

A.3 Sink in

Unity already provides some physics and physics mechanisms such as colliders. The
colliders allow the detection of collisions between two objects. Because the shape
of a droplet is sphere-like when it is not moving, we will use the spherecollider for
the water droplets. That is a collider in the shape of a sphere.

With the spherecollider, unity detects every collision it will have with other rigid
bodies such as for example the ground the water droplet will lay on. In our
implementation, if the water droplet collides with another object, it should sink
into that one according to the contact angle. Therefore, we first provide all the
other objects, which the water droplet should sink into, in the environment of the
water droplet with a script that contains only the contact angle belonging to that
object.

Every time a collision is detected, our implementation will first check for that
script. If in the collision such a script is detected, it will then go through all the
points of the water droplet surface. Under all these points, the implementation
searches for a point that has the same or almost the same contact angle as is stated
in the found script.

To let the water droplet sink in, our implementation will move the spherecollider
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: s : I LR
(a) Basic holding position of mobile where tilt is
(almost) 0 and therefore the slope degree is also

(b) Changing the moving direction into the opposite movement by chang-
ing the tilt of the mobile.

Figure A.8: To change the moving direction into the opposite direction, the tilt
of the mobile has to change. In this movement, the mobile device is held shortly
in a basic. This causes the water droplet to change its form back before changing
movement into the opposite direction.

step by step until the collision point between the water droplet and the surface
is at the same height as the determined point. At every step, the radius of the
water droplet is also recalculated depending on the volume of the water droplet
(see Chapter 2.3) and adjusted so that it seems like the water droplet is spreading
instead of sinking in.

These calculations make a moving water droplet too slow on mobile devices to
move around. Therefore, we decided to only calculate the sink in for water droplet
that will not move around. To prevent the moving water droplet from being placed
on the surface like a marble, we will let it sink in till only half of it is seen, just
like Yu et al. did in their research [21].

A.4 Water Droplet

Water droplet is the main class where all the behavior of the water droplet is
combined. Because we do not want only moving water droplets, but also droplets
that are static, the water droplet can either be a Moving water droplet that uses
movements or a static Water droplet as seen in Figure A.9.
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The static water droplets will sink in the ground according to the contact angle

‘WaterDroplet

1

MovingWaterDroplet StaticWaterDroplet

Movement

Figure A.9: Class structure for the class water droplet

and otherwise only wait until it is close enough to the moving one for merging.
Because, in Unity, every water droplet will be created as a game object on its own,
the static water droplet needs to add itself into the game object of the moving
water droplet as soon as that one is close enough to be able to merge.

The moving water droplet will move according to the tilt of the mobile device. As
soon as a metaball is added to the moving water droplet, it will stop moving to
merge with the static one.

The merging process works as follows: the metaballs of the moving water droplet
will move step by step towards the position of the static one. Because of the
mathematical description of the metaballs, it will visually seem like two water
droplets that are merging. As soon the positions of the metaballs are equal, the
radius and volume of the moving water droplet are adjusted and the static water
droplet deleted. The merging process is then complete and the water droplet will
then again move according to the tilting of the mobile and the chosen movement.
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Test Environment

To test the behaviour of the water droplet, a test environment was set-up in Unity.
Figure B.1 shows how the test environment looks like. The moving watewr droplet
starts always at the most upper floor.

Figure B.1: The test environment that was used for the implementation and the
experiments.
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